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# 字符串处理

## 1、kmp算法

主串：匹配串。 子串：模式串。

子串先自己匹配，得到next[]，然后再和主串进行匹配，匹配时主串的i值不回溯，所以使得整个算法的复杂度压缩为O(lenstr+lensub),关于next[]数组的意义:next[i]的意思是，匹配到当前第i个字符，如果那个字符和主串当前的匹配字符不搭配，那么就跳转到sub[]中的第next[i]个字符匹配。为什么能这样做呢？那是因为子串中，前缀(1--next[i]-1)和后缀(begin--i-1)是完全相等的，begin的值各不相同，例如abcabc中，next[len]=3(不包括最后那个c的)，那么就是[1--2]和[4,5]是完全相等的，next[len+1]=4,也就是[1--3]和[3--6]是完全相等的。那么这样的话，next[i]的意思就是在长度为i-1中的子串中，最长的前缀-后缀的长度为next[i]-1。因为next[i]是告诉我们应该跳去哪里匹配，是"越界"的。

**void** get\_next(**char** sub[], **int** tonext[], **int** lensub) {

**int** i = 1, j = 0;

tonext[1] = 0; //记得初始值不能忘记

//tonext[lensub + 1]这个也有值了 后面的++i和++j先加后赋值

**while** (i <= lensub) {

//sub[i]的含义，后缀的单个字符 //sub[j]的含义，前缀的单个字符

**if** (j == 0 || sub[i] == sub[j]) { //考虑的是上一个的

tonext[++i] = ++j; //用是上一个的比较，值的当前的值

} **else** j = tonext[j];

}

}

返回主串str[]中子串sub[]的出现次数，(允许重叠的部分),这里的重叠部分就是说：例如"aaa",则"aa"出现的次数为2次。 pos为在主串的第pos个位置开始匹配，默认为1

**int** kmp(**char** str[], **char** sub[], **int** pos) {

**int** lenstr = strlen(str + 1);

**int** lensub = strlen(sub + 1);

**int** tonext[maxn] = {0}; //maxn为最大长度

get\_next(sub, tonext, lensub); //得到next[]数组

**int** i = pos; //从哪里出发，i变量是主串的。

**int** j = 1; // j变量是子串的。

**int** ans = 0;

**while** (i <= lenstr) {

**if** (j == 0 || str[i] == sub[j]) {

i++;

j++;

} **else** j = tonext[j];

**if** (j == lensub + 1) { //有一个了

ans++;

j = tonext[j]; //回溯匹配

//i值不用回溯的

}

}

**return** ans;

}

KMP求循环节： **1 <= cir < lenstr**

当next[lenstr + 1] = 1时，**求出来的并不是循环节！**此时cir = lenstr

cir=lenstr-(next[lenstr+1]-1); // 最小循环节的长度,什么时候都成立，不够可以补ab\*\*\*ab(\*\*\*)

anstime = len / cir; (只有len % cir == 0时成立，只有能整除，才能写成cir ^ k )

如果是这样的: [abc**abcab**]**cab，**这样求出的cir还是3的，然后出现次数是floor(lenstr / cir)

求cir = 3是否这个串的最小循环节，可以删除一个字符。例如：a@bcabcabc

要判断是否每三个循环，只需str[1] == str[4] && str[2] == srt[5] && str[3] == str[6]

如果某一个不满足，则重新开始。然后找到了lenstr个满足，那么这个cir就是满足的，然而这里还是得不到答案，那么我们把这个串连续写两次。a@**bcabcabc a**@bcabcabc

就能把中间那段扫出来，因为循环节旋转后，还是循环的。

## 2、扩展kmp

扩展kmp (下标从1开始)

求解主串str[i--n]中，和给定的子串sub[]的最长公共前缀，要求在线性时间内找出所有的 extend[i]表示:主串的第i位开始到n(主串长度)，和子串sub[]的最长公共前缀。(一定要从头开始，前缀嘛)

解法：设a为已经求解出来的extend[i]中，使得匹配距离最大(i+extend[i]-1)的i(是一个下标),这样的匹配数是最优的，我们去判断有没更好的匹配时，如果比这个max值(记作p)还小，那么就不用匹配啦!!!那么根据extend[i]的定义：和sub[]有相同前缀嘛！！就有str[a...p]=sub[1...p-a+1](区间长度要相等)

对于现在每一个待求的值k(易得k>a,但是不一定大于p)，

有str[k...p]=sub[k-a+1...p-a+1](区间长度要相等,利用区间长度相等，能反解出k-a+1)但是我求的是前缀，你这样给我和后面的相等没用，这样设函数next[i]表示sub[]中，i—m(子串长度)和sub[]整个串的最大公共前缀(和上面那个意义一样).则有设L=next[k-a+1];

有sub[k-a+1....??]=sub[1...L](这个区间长度是L);这样可以分类讨论

①、如果(k-1)+L<p，就是这个区间从k开始覆盖，若不能覆盖到p，说明后面的不用比较了，不等。

这个时候extend[k]=L;(注意这里的<不能相等，等于p表明区间大小一样，但是后面的能不能匹配，我们还不知道，next[k-a+1]告诉我们的只是它自身的匹配，现在我的是str和sub的匹配，概念不同)

②、else 则要比较str[p+1]和sub[L+1]位，一直比较下去，更新a值即可

**void** get\_pre\_next(**char** sub[], **int** lensub, **int** next[]) { //数组的下标从1开始

next[1] = lensub; //固定的大小

**int** a = 1;

**while** ((a + 1) <= lensub && sub[a] == sub[a + 1]) {

a++;

}

next[2] = a - 1; //算多了一个，一开始a本来自定义有一个

a = 2; //开始时，能得到最大值p的就是2啦。

**for** (**int** k = 3; k <= lensub; k++) { //现在求解的是k

**int** p = a + next[a] - 1; //p是能达到的最远距离那个字母的下标，

//易得sub[a...p] = sub[1...p-a+1]，又因为sub[k…p]是sub[a…p]的子串

//所以sub[k..p] = sub[k-a+1..p-a+1]。加粗的部分可以用区间长度相等得到

**int** L = next[k - a + 1]; //next[]的是加粗的部分，这样的话，sub[k…??] = sub[1..L]

//现在求解的是K,不是k+1

**if** ((k - 1) + L < p) { //不能取等，这个覆盖是根据sub[k…??] = sub[1..L]来覆盖的。

next[k] = L; //如果这都覆盖不到去p，那么最多只能是L

//因为我们是用了next[]来得到L的。如果还能继续匹配，那么就违背了next[]的定义了

//如果sub[??+1]==sub[L+1]的话，因为sub[k..p]=sub[k-a+1,p-a+1]，而sub[??+1]在sub[k..p]中，

//那么就会有对应的字母在sub[k-a+1,p-a+1]中，那么你next[k-a+1]得到的会是L+1而不是L

} **else** { //如果是相等的话，我还能暴力看看sub[p+1]和sub[L+1]是不是相等的。

//现在的：目的是比较sub[p+1]和sub[L+1]

**int** j = max(0, p - k + 1); //区间长度

//用了个区间长度变量，方便用来和后面的比较

//区间起点是k,那么k+j就是p+1 (这个代入去max那里得到) ，或者是sub[k]本身，p的值//不一定比k大的，例如”abcabcabc”中的第四个a的时候。p-k+1=-1，所以要用max来修正。

//而1+j，由if的条件，L>p-k+1，那么这是和sub[p+1]匹配的下一个sub[p-k+2]，或者是sub[1]

**while** ((k + j) <= lensub && sub[k + j] == sub[1 + j]) {

//这一个1+是相对于起始位置1

j++;

}

next[k] = j;

a = k; //改变最优值，这个值必须变大k变大了，p也变大了

}

}

**return** ;

}

//求next[]和上面的差不多，但是上面的解释只是用来求extend[]的。

**void** extend\_kmp(**char** str[], **char** sub[], **int** extend[]) {

**int** lenstr = strlen(str + 1);

**int** lensub = strlen(sub + 1);

**int** next[maxn] = {0};

get\_pre\_next(sub, lensub, next);

**int** a = 1;

**while** (a <= lenstr && a <= lensub && str[a] == sub[a]) {

a++;

}

extend[1] = a - 1; //同样开始的时候认为它是1 所以多了一个

a = 1; //假设1是现在达到的最大的p

**for** (**int** k = 2; k <= lenstr; k++) { //现在求解的是k

**int** p = a + extend[a] - 1; //能匹配到的最远值的[下标]

//注意这里是用extend[]的，其实求next[]和extend[]一个意思

//extend[]是str[]和sub[]的 next[]是sub[]和sub[]的

**int** L = next[k - a + 1];

**if** ((k - 1) + L < p) { //不能取等

extend[k] = L;

} **else** {

**int** j = MAX(p - k + 1, 0); //区间长度

**while**((k + j) <= lenstr && (1 + j) <= lensub && str[k + j] == sub[1 + j]) {

j++;

}

extend[k] = j;

a = k;

}

}

**return** ;

}

char str[100]="aaaabcdaab"; char sub[100]="aaabcd"; 说明不能取等的数据

## 3、字符串最小表示法

给定一个字符串，是首尾相接的，要求找到一个位置pos，使得遍历这个字符串，其字典序是最小的。例如”1100” anspos=3

\*\*数据量巨大(N <= 1000000),显然只能用O(n)的算法。

1、朴素的比较算法，设一个指针为ans，一个为比较指针cmp，找到

str[(ans + k) % lenstr] != str[(cmp + k) % lenstr],如果前者较大，则ans = cmp，表明在cmp开始的字符串字典序更小，一路下去。复杂度为O(n²)。这里的缺陷就是，每次比较完后，ans指针的移动量太小了，才移动到去cmp那里，最坏情况下，只是一格一格移动的而已，而每次移动都要比较整个串的长度。例如:bbbbbbba

2、较优秀的匹配算法，主要解决了ans指针的移动距离问题，其实可以看到，如果str[(ans+k)%lenstr]>str[(cmp+k)%lenstr],那么，在str[ans—ans+k]中，是不会存在答案的，也就是不会存在最小表示法在那些位置中，证明如下：假如存在，设那个位置为x(ans<=x<=ans+k)，那么很明显，因为有str[(ans+k)%lenstr]>str[(cmp+k)%lenstr],所以我能找到一个串，位置为Y，在它匹配的时候，又匹配ans+k那个位置，使得它又失配了。

ans指针：那个小了，就跳去哪一个，比如66664，第一步会跳去4

cmp指针：那个大了，就跳去大了的下一个。比如222262，cmp跳去最后一个2

ans x ans+k jumpHere

6 2 3 6 2 3 6 2 3 4

6 2 3 6 2 3 6 2 3 4

cmp Y cmp+k

所以，当ans失配的时候，直接跳到ans+k+1的地方，继续开始比较，同理当cmp比较大的时候，直接跳就可以了，然后，取min(ans,cmp),就是答案，比较指针也是有保存答案值的。(但是我现在也没找到这样的例子，看到网上是这样说，我做题的时候直接放回ans也ac了)

\*\*另外一个要注意的地方是，可能，ans移动的时候，直接移动到cmp的那个地方了，这个时候，cmp就要+1，因为要找下一个地方比较嘛。

**int** get\_min\_pos(**char** str[], **int** lenstr) {

**int** ans = 1, cmp = 2;

**while** (ans <= lenstr && cmp <= lenstr) {

**int** k, t1, t2;

**for** (k = 0; k <= lenstr - 1; k++) { //匹配整个串的长度就够

t1 = ans + k;

t2 = cmp + k;

**if** (t1 > lenstr) t1 %= lenstr; //下标从1开始要这样%

**if** (t2 > lenstr) t2 %= lenstr;

**if** (str[t1] != str[t2]) **break**;

}

//如果匹配了整个串的长度了，证明找不到更小的了

**if** (k == lenstr) **break**;

**if** (str[t1] > str[t2]) { //最大表示直接改符号就可以

ans += k + 1;

} **else** {

cmp += k + 1;

}

**if** (ans == cmp) cmp++; //找下一个比较的地方

}

**return** min(ans, cmp); //这个好像不返回min也可以AC?

}

## 4、Manacher

给定一个字符串，要求出里面最长的回文子串。\*\*\*abcba\*\*\*

思路：记p[i]为以i为原点，半径为p[i]的最长回文子串。记id为当前已算出的p[i]中，能去到的最远距离的下标。就是max(p[i]+i)。那么，如果当我们求解i的时候，如果被以前求出的id包围了，那么，根据回文串的对称性，点i关于点id对称的点是2\*id-i，（这个能根据i-id+1 == id-x+1）区间相等，求出。因为p[2\*id-i]是已经求出来的了，①、如果p[2\*id-i]超越了p[id] 的范围，则只能去到p[id]+id-i，如果还能继续匹配，就跟p[id]矛盾。（左边匹配比较大，不代表右边也能匹配那么多，就是p[2\*id-i]和p[i]的大小没必然联系），如果右边也还能匹配，那么p[id]应该变大，矛盾。

②、如果没超越，那么就是p[2\*id-i]的值了。

如果端点重合了，则可能继续判断，右边可能匹配更多。所以，就需要暴力判断了。

\*\*解决”aa”这样的偶数回文串中心不知道是那个，我们用’#’隔开每个字符,同时注意str[0]和str[2\*lenstr+2]不能相同。一共插入了lenstr+1个’#’,使得长度变成2\*lenstr+1

**数组记得要开2\*maxn**

**字母所在位置：都是偶数的。 ’#’所在的位置：都是奇数的。一般要分类讨论。**

**int** manacher(**char** str[], **int** lenstr) {

str[0] = '\*'; //表示一个不可能的值

//目标要插入lenstr+1个'#'，所以长度变成2\*lenstr+1

**for** (**int** i = lenstr; i >= 0; i--) { //str[lenstr+1]是'\0'

//i=lenstr时，i+i+2那个值要赋为'\0';

//总长度只能是lenstr+lenstr+2,所以i从lenstr开始枚举

str[i + i + 2] = str[i + 1];

str[i + i + 1] = '#';

}

**int** id = 0, maxlen = 0; //现在开始在str[2]了

**for** (**int** i = 2; i <= 2 \* lenstr + 1; i++) { //2\*lenstr+1是'#'没用

**if** (p[id] + id > i) { //没取等号的，只能去到p[id]+id-1

//p[id]+id是越界的，减去i即为区间长度

//p[id]+id-i,这个是所有可能中的最大值了

p[i] = min(p[id] + id - i, p[2 \* id - i]);

} **else** p[i] = 1; //记得修改的是p[i]

**while** (str[i + p[i]] == str[i - p[i]]) ++p[i];

**if** (p[id] + id < p[i] + i) id = i;

maxlen = max(maxlen, p[i]);

//为什么maxlen是p[i]而不是2\*p[i]-1 呢??

//因为\*#a#b#a#在b中，开始时候p[i]是1(有效值)，扩展p[i]=2

//但是这个增加是无效值，又p[i]=3(有效值),.....每次扩展一个有效值，必能扩展一个无效值，//而且一定是无效值结尾，所以ans=maxlen-1减去1是为了减去最后一个无效值。

//p[i]是包括#号字符串的回文串的半径（包括自己），扩展一个有效值后，又扩展一个无效

//值(相当于数量增加的是左边的有效值)，所以p[i]就是回文串长度

}

**return** maxlen - 1;

}

小变形题目 ---- 吉哥系列故事――完美队形II

题目：在一个主串 maxn=100000 中，求回文子串，但是，那个回文子串是要递增的。就是

1234321这样才行，h[1]<=h[2]<=h[3]<=h[mid]

思路：其实可以直接更改p[i]的意义即可。记p[i]为以i为原点，p[i]为半径的“回文串”长度，这个回文串是满足题目条件的回文串。你可能会认为这样的p[i]值可能会很小，回文串长度是多，但是满足这个条件的回文串长度很少啊。答案是：少也没问题的，你的意思是p[id]+id覆盖不了你的i是吧？那么就p[i]=1啊，暴力判断啊。我们用p[i]就是为了加快而已，并不影响答案的最优性。

while (str[i+p[i]]==str[i-p[i]] && num[i-p[i]]<=num[i-p[i]+2]) ++p[i];

每增加一个数，和它的隔壁的隔壁比较，因为我们用inf隔开了嘛！！

0 inf 1 inf 2 inf 3 inf 2 inf 1 inf -1

## 5、字典树

\*\*如果字符串从1开始，判断和字符串”END”是否相等，是： **strcmp(str+1,”END”)==0**

**\*\*用字典树时记得看清楚那些字母是数字还是字母，因为压缩下标时减去的数是不同的**

字典树解决的是多模式匹配问题，给定一个串，要求在单词本里问有没出现这个串，或者有没出现以这个串为前缀的串等等。明显的，如果我要找”abc”，那么以b开头的串我肯定是不必找的了，所以每次只需匹配每个字母，查找的复杂度为O（lenstr）,插入的复杂度也是O（lenstr）。每个节点都包含26枚指针（小写字母个数，如果包含大写字母，则52即可，int id的时候判断一下大小写，小写的话减去‘a’+偏移位置26）。空间换时间~~

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| “a” 0 2 | “b” 0 2 | “c” 1 1 | “d” 1 1 | ch, flag, count |

指向b NULL 指向c 指向d

//注意这里字符串的开始位置是从1开始

**const** **int** maxn = 1e5;

**const** **int** N = 26; //26个小写字母

**struct** node {

**int** flag; //标记以这个字母结尾为一个单词

**int** count; //标记以这个字母结尾为一个前缀

**struct** node \*pNext[N]; //26枚字符指针

} tree[maxn \* N]; //大小通常设为 单词个数\*单词长度

**int** t;//表明现在用到了那个节点

**struct** node \*create() {

//需要新开一个字符节点，就是有abc这样，插入abd，则d需要新开节点

**struct** node \*p = &tree[t++];

p->flag = 0; //初始值为0，不是整个单词

p->count = 1; //前缀是必须的，本身就是一个了

**for** (**int** i = 0; i < N; i++) {

p->pNext[i] = NULL; //初始化指针

}

**return** p;

}

**void** insert(**struct** node \*\*T, **char** str[]) {

**struct** node \*p = \*T;

**if** (!p) { //空树

p = \*T = create();

}

**int** lenstr = strlen(str + 1);

**for** (**int** i = 1; i <= lenstr; i++) { //把单词拆开放进树

**int** id = str[i] - 'a'; //压缩下标

**if** (p->pNext[id]) { //存在过，则前缀++

p->pNext[id]->count++; //p->pNext[id]表明是id这个字母

} **else** {

p->pNext[id] = create();

}

p = p->pNext[id];

}

p->flag = 1; //表明这字母为结尾是一个单词，上一次已经是p=p->pNext[id]了

//就是现在已经去到了单词的最后一个字母的那个节点了！！

**return** ;

}

**int** find(**struct** node \*T, **char** str[]) {

**struct** node \*p = T;

**if** (!p) { //空树

**return** 0;

}

**int** lenstr = strlen(str + 1);

**for** (**int** i = 1; i <= lenstr; i++) {

**int** id = str[i] - 'a';

**if** (!p->pNext[id]) {

**return** 0; //单词中断，找不到

}

p = p->pNext[id];

}

**return** p->flag; //看看是不是一个单词的结尾。也可以返回是否前缀

}

字典树解决异或的题目的时候。

1、一般可能会用到前缀异或和，然后转化为数组中两个数异或最大值。

2、插入数字的时候，判断第i位是否为1，记得判断是否大于0，((1 << i) & val) > 0

3、删除某一个数字，可以把这条路的cnt都减去1，然后查找的时候判断下cnt即可。

例题：HDU 5687 (百度之星)

删除前缀为str[]的**所有单词**

这个cut可以直接用find(T,str)来找到以str为前缀出现了多少个单词。就是：return p->count;

例如插入了hello 和 helloliu。然后要删除hello为前缀的单词。那么：因为每个h节点，数量是为2的，**如果**又插入了haha这样的话，h数量为3。那么，要删除hello为前缀的单词，每个h应该减去以它为前缀出现的次数，也就是减去2了。减去1的话，search h 会是Yes。（这是没有插入haha的前提下，search h 还是 Yes）

**void** did(**struct** node \*\*T, **char** str[], **int** cut) {

**if** (cut == 0) {

**return** ; //不存以这个为前缀的单词。

}

**struct** node \*p = \*T;

**if** (!p) **return** ;

**int** lenstr = strlen(str + 1);

**for** (**int** i = 1; str[i]; i++) { //新姿势，直接用str[i]结束符判断，不用测量长度了！

**int** id = str[i] - 'a';

p = p->pNext[id]; //现在跳去这个字母的节点

p->count -= cut;//删除无非就是把以这个字符串为前缀开头的数目减掉。

}

**for** (**int** i = 0; i < N; i++) {

p->pNext[i] = NULL; //把它的孩子统统杀死

}

p->flag = 0;

**return** ;

}

## 6、最小包含子串

给定一个主串str[]和一个子串sub[]，要求得在主串str[]中的一个子串，包含了sub[]的所有字符，顺序可以不同，但是数目必须是>=sub[]中的。

思路：直接two pointer模拟，判断是否出现可以直接hash，然后有些注意的地方就是，开头的有些字符串可以省略，然后移动start的时候也有些技巧，就是直接用start移动，因为一头一尾必然是那个sub[]串中的字母(根据贪心策略得到)，所以用start++，就是把第一个有效字母删除，继续找后面的字母代替这个字母。

1、如果找到，那么可能结果更优。因为我可能又省去了前面的一些部分。

2、如果找不到，那么就说明只有那个部分能组合成答案。因为这里字母才足够。

**int** min\_window\_sub(**char** str[], **char** sub[], **char** ans[]) { //51NOD 1127

**int** lenstr = strlen(str + 1);

**int** lensub = strlen(sub + 1);

**int** bookstr[256] = {0}; //字母ASCII最多也就去到128

**int** booksub[256] = {0};

**for** (**int** i = 1; i <= lensub; i++) {

booksub[sub[i]]++; //先预处理出所有的sub的hash

}

**int** begin = -inf, end = -inf; //用来赋值给ans[]的，就是答案区间，只是记录答案的而已

**int** found = 0; //表明现在找到了多少个

**int** minlength = lenstr; //最小的长度是整个【主串】

**int** start = 1; //记录从[start,i]中是一个可能性答案

**for** (**int** i = 1; i <= lenstr; i++) { //扫描整个主串

bookstr[str[i]]++;

**if** (bookstr[str[i]] <= booksub[str[i]]) {

//如果这个字符加入后，数目小于这个在子串的次数，那么就是找到了一个字符了

//就是，str="aaaabc" sub="abc"，那么，第一a，说明找到了一个a，第二个a，

//不能说明又找到了一个字符了，只是重复而已。不然就是说又找到了一个字符，wa

found++;

}

**if** (found == lensub) { //找到了足够的字符了

//将开头有些多余的可以去掉 str="aaaaabc" sub="abc"

**while** (start <= i && bookstr[str[start]] > booksub[str[start]]) { //严格大于

bookstr[str[start]]--;

start++;

}

**if** (minlength > i - start + 1) {

minlength = i - start + 1;

begin = start;

end = i;

}

//把开头的这个字符删掉，去找其他可能的情况

//str="a\*\*\*\*\*bc" + “a” sub="abc" 这样的话，\*\*\*可以去掉

bookstr[str[start]]--;

found--;//匹配数减1

start++;

}

}

**if** (begin == -inf) **return** -1; //不存在

**int** t = 1;

**for** (**int** i = begin; i <= end; i++) {

ans[t++] = str[i];

}

**return** end - begin + 1;

}

变形例题：codeforce Educational Codeforces Round 5 **D: Longest k-Good Segment**

题目：给出一个包含n（n<=5e5）的数组，要你找出其中最长的，连续的一段数字，使得其中包含的不同数字的个数不多于k个。

思路：这是一题two pointer的思想，设置两个指针模拟即可，按照最小包含子串这样的来模拟，注意的是判断一个数字有没出现过，用int book[]来保存有没出现过，因为他可能出现很多次，不能用简单的0和1来表示有没出现，因为删除这个数字的时候，如果你book[val]=0就不行了，因为可能这个区间[begin,end]中还包含这个val呢。

#include <cstdio>

#include <cstdlib>

#include <cstring>

const int maxn=5e5+20;

int a[maxn];

int book[1000200];//1e6

void work ()

{

int n,k;

scanf ("%d%d",&n,&k);

for (int i=1; i<=n; i++)

{

scanf ("%d",&a[i]);

}

int head=1,maxlen=0,found=0;

int begin,end;

a[n+1]=1e6+20;//取一个不可能的值，防止边界都成立的情况

for (int i=1; i<=n+1; i++)

{

if (!book[a[i]]) //如果这个值没出现过，那么说明是不同数字

{

found++;

}

if (found>k) //如果出现次数大于k了。

//等于k是没用的，因为后面如果有相同的数字，等于k这样的话后面的是统计不进去的。

//例如k=4。1 2 3 4 4 4，第一个4的时候，就已经跳进来了。

{

//i是越界的

if (i-head>maxlen)

{

maxlen=i-head;

begin=head;

end=i-1;

}

//把开头的【重复的数字去掉】，只去掉一个是没用的，这个求的是最长，不是求最短

//求最短的时候，开头相同的优先砍掉了，所以开头的第一个字符就是有效字符。

//而现在求最长，开头的有重复，不全部砍掉的话，那个元素还是存在的。

//所以对于这样的数据 1 1 1 2 3 4 head由1-->4

int num=a[head];

while (head<=i && num==a[head])

{

book[num]--;//减去这些元素出现的次数

head++;

}

if (book[num]) //如果那个元素还是存在呢？就 好像1 1 1 【2 1 3 4】k=3这样

{

//因为现在i是越界的。found==k+1

i--;//从4那个数字开始，再去匹配这个越界的元素

found--;//这个减去的是越界的那个元素

continue; //跳过后面那个东西的而已。

//注意不要再去book[a[i]]++了，这样的话越界的上一个元素统计多一次了

}

else found--;//如果不存在就最好了，直接减去那个元素

}

else //如果不同的元素<=k个的话，那么绝对是可行的解

{

//例子k=2 1 1 1 1 1

if (i!=n+1&&i-head+1>maxlen) //i==n+1这个不是

{

//更新maxlen必须要这个区间长度大于现在的maxlen才行..

//不然的话有wa数据，前一段区间5 1 1 1 1 (k==2)，然后中间什么都行，

//后一段区间 5 1 1 found==k时,进来了，错误地更新了最大值

begin=head;

end=i;

maxlen=i-head+1;

}

}

book[a[i]]++; //这个元素出现次数+1

}

printf ("%d %d\n",begin,end);

return ;

}

int main ()

{

work ();

return 0;

}

## 7、Aho-Corasick automaton

这玩意其实就是trie + kmp，只不过是多串匹配的kmp罢了。next[]把它称为失败指针，当在这个位置匹配失败的时候，就要跳去最大的前后缀那里继续匹配，看看有没和它相同的。以前说的next[]是越界的（指向下一个的），但是这里不能这样，因为下一个是那里?不知道，有26种可能，所以这个不是越界的。所以构造失败指针的时候方法也一样。不断地回溯，例如要求p->next[id]->Fail。那么，先找到p->Fail是哪里，就是爸爸的失败指针，然后再看看哪里有没有字符id，有的话，就是跳去那里了，这样是最优的。就是先找爸爸的兄弟有没这个字符id，爸爸的失败指针表明那里有它的那个字符，再加上是否有我。就继承了下来。

**ac自动机上的等价态：**

等价态即用fail指针连接的点，在行走fail指针时匹配的字符数量并没有发生变化，因此这些点可以看成是相同的匹配状态。通常有两种方法处理等价态：

第一是互为等价态的点各自记录各自的信息。匹配的时候需要遍历所有等价态以判断是否匹配成功。next指针可能为空，需要匹配时进行判断是否需要走fail指针。

第二是所有等价态中的点记录本身以及所有比它浅的点的信息总和（匹配成功的单词总数），匹配时不需要走等价态以判断匹配成功与否。next指针不为空，直接指向本应通过fail指针寻找到的那个状态。

入门题必须A掉：HDU 2222 复杂度O(len \* 单词平均长度)

题目：给定n(n<=10000)个单词，和一篇文章len<=1000000。要求在其中找到有多少个单词是出现过的。一个单词出现多次只算一次。

思路：模板题不解释，AC自动机本来就是解决这类问题的

trick：如果给出两个单词一模一样的，那么应该按照不同串来处理。坑死了~~

存在的点，建立Fail指针。不存在的点，修改p->pNext[id]建立虚拟边。

#include <cstdio>

#include <cstdlib>

#include <cstring>

**const** **int** maxn = 1000000 + 20;

**const** **int** N = 26;

**struct** node {

**int** flag;

**struct** node \*Fail; //失败指针，匹配失败，跳去最大前后缀

**struct** node \*pNext[N];

} tree[maxn];

**int** t; //字典树的节点

**struct** node \*create() { //其实也只是清空数据而已，多case有用

**struct** node \*p = &tree[t++];

p->flag = 0;

p->Fail = NULL;

**for** (**int** i = 0; i < N; i++) {

p->pNext[i] = NULL;

}

**return** p;

}

**void** insert(**struct** node \*\*T, **char** str[]) {

**struct** node \*p = \*T;

**if** (p == NULL) {

p = \*T = create();

}

**for** (**int** i = 1; str[i]; i++) {

**int** id = str[i] - 'a';

**if** (p->pNext[id] == NULL) {

p->pNext[id] = create();

}

p = p->pNext[id];

}

p->flag++; //相同的单词算两次

**return** ;

}

**void** BuiltFail(**struct** node \*\*T) {

//根节点没有失败指针,所以都是需要特判的

//思路就是去到爸爸的失败指针那里，找东西匹配，这样是最优的

**struct** node \*p = \*T; //用个p去代替修改

**struct** node \*root = \*T;

**if** (p == NULL) **return** ;

//树上bfs,要更改的是p->pNext[i]->Fail

**struct** node \*que[t + 20]; //这里的t是节点总数，字典树那里统计的，要用G++编译

**int** head = 0, tail = 0;

que[tail++] = root;

**while** (head < tail) {

p = que[head]; //p取出第一个元素 ★

**for** (**int** i = 0; i < N; i++) { //看看存不存在这个节点

**if** (p->pNext[i] != NULL) { //存在的才需要管失败指针。

**if** (p == root) { //如果爸爸是根节点的话

p->pNext[i]->Fail = root; //指向根节点

} **else** {

**struct** node \*FailNode = p->Fail; //首先找到爸爸的失败指针

**while** (FailNode != NULL) {

**if** (FailNode->pNext[i] != NULL) { //存在

p->pNext[i]->Fail = FailNode->pNext[i];

**break**;

}

FailNode = FailNode->Fail; //回溯

}

**if** (FailNode == NULL) { //如果还是空，那么就指向根算了

p->pNext[i]->Fail = root;

}

}

que[tail++] = p->pNext[i]; //这个id是存在的，入队bfs

} **else** **if** (p == root) { //变化问题，使得不存在的边也建立起来。

p->pNext[i] = root;

} **else** {

p->pNext[i] = p->Fail->pNext[i]; //变化到LCP。可以快速匹配到病毒。

}

}

head++;

}

**return** ;

}

**int** searchAC(**struct** node \*T, **char** str[]) {

**int** ans = 0;

**struct** node \*p = T;

**struct** node \*root = T;

**if** (p == NULL) **return** 0;

**for** (**int** i = 1; str[i]; i++) { //遍历主串中的每一个字符

**int** id = str[i] - 'a';

p = p->pNext[id]; //去到这个节点，虚拟边也建立起来了，所以一定存在。

**struct** node \*temp = p; //p不用动，下次for就是指向这里就OK，temp去找后缀串

//什么叫找后缀串？就是，有单词 she,he 串\*\*\*she，那么匹配到e的时候，she统计成功

//这个时候，就要转移去到he那里，也把he统计进去。**也就是找等价态**

**while** (temp != root && temp->flag != -1) { //root没失败指针

ans += temp->flag;//是单词就加上作为答案

temp->flag = -1; //每个单词只用一次

temp = temp->Fail;

}

}

**return** ans;

}

**char** str[maxn];

**void** work () {

t = 0; //清空字典树，下面的T = NULL也是一样，然后create也清空了。

**struct** node \*T = NULL;

**int** n;

scanf("%d", &n);

**while** (n--) {

scanf("%s", str + 1);

insert(&T, str);

}

scanf("%s", str + 1);

BuiltFail(&T);

printf("%d**\n**", searchAC(T, str));

**return** ;

}

**int** main() {

**int** t;

scanf("%d", &t);

**while** (t--) {

work ();

}

**return** 0;

}

## 8、字符串Hash，找区间不同子串个数

首先介绍一个字符串Hash的优秀映射函数：**BKDRHash**，这里hash一开始是等于0的

for(i=1 to lenstr) hash = seed \* hash + str[i]; 这是求解hash值的公式。多数情况下能唯一确定字符串，seed是一个参数，一般取 31 、131、 1313、 13131、 131313、冲突比较小

经典题目：HDU 4622 Reincarnation

题意：给定一个长为2000个字符串，给出Q(Q<=10000)个询问。每个询问包含[L,R]，要求算出这个区间内不同的子串的个数。

思路：暴力枚举区间长度L，从1开始枚举到lenstr，再枚举起点i即可。能在O(n2)的时间枚举完。但仅仅是枚举完，但这里并没有去重，这部分时间，我们用hash来完成，复杂度压到O(1)。什么叫去重呢？例如baba,当我们枚举第二个ba的时候，就要告诉我们”ba”在[1,4]中重复出现了一次，所以ans[1][4]--; //ans[L][R]就是表示区间内不同子串的个数了。

要枚举那么多子串，我们希望，对于任意给定的区间[L,R]，都能快速地算出它的hash值是多少。例如求[3,4]的hash值，明显有 ans = seed \* str[3] + str[4];（**这是根据公式得到的。**）

那么我们先预处理一个前缀hash总和，记为sumHash[i]表示1~i的hash值。则有

sumHash[1] = str[1]; sunHash[2] = seed \* str[1] + str[2];

sunHash[3] = seed \* sumHash[2] + str[3]; sumHash[4] = seed \* sumHash[3] + str[4];

把他们拆出来，即可得到[3,4] ans = sumHash[4] – seed(R-L+1) \* sumHash[2];

所以预处理两个数组，powseed[i]表示seed的i次方， sumHash[i]定义如上

然后就是怎么判断重复出现的问题了。我们知道那个hash值是唯一的，我们只能靠这个来判断是否重复出现，但是这个hash值很大，用map<ULL,int>来模拟又超时。怎么办呢?我们可以用图，先把hash值%MOD压缩下，把他们加入到一幅图中，再开一个数组保存边的权值，用边的权值来和hash值判断相不相同，即可确定是否重复出现。

#include <cstdio>

#include <cstdlib>

#include <cstring>

**typedef** **unsigned** **long** **long** **int** ULL;

**const** **int** seed = 13131; *// 31 131 1313 13131 131313 etc..*

**const** **int** maxn = 2000 + 20;

**char** str[maxn];

ULL powseed[maxn]; // seed的i次方 爆了也没所谓，sumHash的也爆。用了ULL，爆了也没//所谓，也能唯一确定它，因为是无符号的

ULL sumHash[maxn]; //前缀hash值

**int** ans[maxn][maxn]; //ans[L][R]就代表ans,就是区间[L,R]内不同子串的个数

**const** **int** MOD = 10007;

**struct** StringHash {

**int** first[MOD + 2], num; // 这里因为是%MOD ，所以数组大小注意，不是maxn

ULL EdgeNum[maxn]; // 表明第i条边放的数字(就是sumHash那个数字)

**int** next[maxn], close[maxn]; //close[i]表示与第i条边所放权值相同的开始的最大位置

//就比如baba，现在枚举长度是2，开始的时候ba，close[1] = 1;表明"ba"开始最大位置

//是从1开始，然后枚举到下一个ba的时候，close[1]要变成3，开始位置从3开始了

**void** init () {

num = 0;

memset (first, 0, **sizeof** first);

**return** ;

}

**int** insert(ULL val, **int** id) { //id是用来改变close[]的

**int** u = val % MOD; //这里压缩了下标，val是一个很大的数字，

**for** (**int** i = first[u]; i ; i = next[i])

//存在边不代表出现过，出现过要用val判断，val才是唯一的，边还是压缩后(%MOD)的呢

{

**if** (val == EdgeNum[i]) { //出现过了

**int** t = close[i];

close[i] = id;//更新最大位置

**return** t;

}

}

++num; //没出现过的话，就加入图吧

EdgeNum[num] = val; // 这个才是精确的，只能用这个判断

close[num] = id;

next[num] = first[u];

first[u] = num;

**return** 0;//没出现过

}

} H;

**void** work () {

scanf("%s", str + 1);

**int** lenstr = strlen(str + 1);

**for** (**int** i = 1; i <= lenstr; ++i)

sumHash[i] = sumHash[i - 1] \* seed + str[i];

memset(ans, 0, **sizeof**(ans));

**for** (**int** L = 1; L <= lenstr; ++L) { //暴力枚举子串长度

H.init();

**for** (**int** i = 1; i + L - 1 <= lenstr; ++i) {

**int** pos = H.insert(sumHash[i + L - 1] - powseed[L] \* sumHash[i - 1], i);

ans[i][i + L - 1] ++; //ans[L][R]++，自己永远是一个

ans[pos][i + L - 1]--; //pos放回0是没用的

//就像bababa，第二个ba的时候，会ans[1][4]--;表明[1,4]重复了一个

//然后第三个ba的时候，ans[2][6]--,同理，表明[2,6]也是重复了

//那么ans[1][6]重复了两个怎么算？就是在递推的时候，将ans[2][6]的值覆盖上来的

//ans[1][6] += ans[2][6] + ans[1][5] - ans[2][5];

}

}

**for** (**int** i = lenstr; i >= 1; i--) {

**for** (**int** j = i; j <= lenstr; j++) {

ans[i][j] += ans[i + 1][j] + ans[i][j - 1] - ans[i + 1][j - 1];

}

}

**int** m;

scanf("%d", &m);

**while** (m--) {

**int** L, R;

scanf("%d%d", &L, &R);

printf("%d**\n**", ans[L][R]);

}

**return** ;

}

**int** main() {

powseed[0] = 1;

**for** (**int** i = 1; i <= maxn - 20; ++i)

powseed[i] = powseed[i - 1] \* seed;

**int** t;

scanf ("%d", &t);

**while** (t--) work();

**return** 0;

}

## 9、Suffix Array

sa[i]表示排名第i为的后缀的起始位置是什么，rank[i]表示第i个字符为起始点的后缀，它的排名是什么。可以知道sa[rank[i]] = i; rank[sa[i]] = i; ★、多case是不需要清空的。

DA算法，倍增算法，复杂度O(nlogn)

//调用函数的时候，在字符串结尾加上一个0，然后参数传递要长度 + 1

da (str, sa, lenstr + 1, mx + 2); // mx的话，如果全是字母，则128够了，注意是lenstr + 1

CalcHight (str, sa, lenstr + 1); //也是 lenstr + 1。就是传到那个0即可

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

str[] = “aabaaaab” + ‘$’; lenstr = 8。**下面的长度都是 lenstr + 1，去到那个0**

rank[] = { 5，7，9，2，3，4，6，8，1} rank[lenstr + 1]必定是1为**无效值**

sa[] = { 9，4，5，6，1，7，2，8，3} sa[1] 必定是lenstr + 1为**无效值**

height[] = { 0，0，3，2，3，1，2，0，1} 前2个是无效值，height[lenstr + 1]是**有效值**

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*//

**int** sa[maxn], x[maxn], y[maxn], book[**maxn**]; //book[]大小起码是lenstr，book[rank[]]

**bool** cmp(**int** r[], **int** a, **int** b, **int** len) { //这个必须是int r[]，

**return** r[a] == r[b] && r[a + len] == r[b + len];

}

**void** da(**char** str[], **int** sa[], **int** lenstr, **int** mx) {

**int** \*fir = x, \*sec = y, \*ToChange;

**for** (**int** i = 0; i <= mx; ++i) book[i] = 0; //清0

**for** (**int** i = 1; i <= lenstr; ++i) {

fir[i] = str[i]; //开始的rank数组，只保留相对大小即可，开始就是str[]

book[str[i]]++; //统计不同字母的个数

}

**for** (**int** i = 1; i <= mx; ++i) book[i] += book[i - 1]; //统计 <= 这个字母的有多少个元素

**for** (**int** i = lenstr; i >= 1; --i) sa[book[fir[i]]--] = i;

// <=str[i]这个字母的有x个，那么，排第x的就应该是这个i的位置了。

//倒过来排序，是为了确保相同字符的时候，前面的就先在前面出现。

//p是第二个关键字0的个数

**for** (**int** j = 1, p = 1; p <= lenstr; j <<= 1, mx = p) { //字符串长度为j的比较

//现在求第二个关键字，然后合并（合并的时候按第一关键字优先合并）

p = 0;

**for** (**int** i = lenstr - j + 1; i <= lenstr; ++i) sec[++p] = i;

//这些位置，再跳j格就是越界了的，所以第二关键字是0，排在前面

**for** (**int** i = 1; i <= lenstr; ++i)

**if** (sa[i] > j) //如果排名第i的起始位置在长度j之后

sec[++p] = sa[i] - j;

//减去这个长度j，表明第sa[i] - j这个位置的第二个是从sa[i]处拿的，排名靠前也//正常，因为sa[i]排名是递增的

//sec[]保存的是下标，现在对第一个关键字排序

**for** (**int** i = 0; i <= mx; ++i) book[i] = 0; //清0

**for** (**int** i = 1; i <= lenstr; ++i) book[fir[sec[i]]]++;

**for** (**int** i = 1; i <= mx; ++i) book[i] += book[i - 1];

**for** (**int** i = lenstr; i >= 1; --i) sa[book[fir[sec[i]]]--] = sec[i];

//因为sec[i]才是对应str[]的下标

//现在要把第二关键字的结果，合并到第一关键字那里。同时我需要用到第一关键//字保存的记录，所以用指针交换的方式达到快速交换数组中的值

ToChange = fir, fir = sec, sec = ToChange;

fir[sa[1]] = 0; //固定的是0 因为sa[1]固定是lenstr那个0

p = 2;

**for** (**int** i = 2; i <= lenstr; ++i) //fir是当前的rank值，sec是前一次的rank值

fir[sa[i]] = cmp(sec, sa[i - 1], sa[i], j) ? p - 1 : p++;

}

**return** ;

}

height[i]表示suffix(sa[i])和suffix(sa[i - 1])的LCP，就是两个排名紧挨着的LCP。可知道，sa[1]是最后末尾那个0（因为字典序总是最小的），而它没有前一个后缀，所以height[1] = 0是一定的。同理，sa[2]和sa[1]，也是没有交集的，因为sa[1]的开头就是那个0，所以height[2] = 0也是一定的。而相反，height[lenstr + 1]是有定义的，因为被0占据了sa[1]，所以其他的后移一位。

**int** height[maxn], RANK[maxn];

**void** calcHight(**char** str[], **int** sa[], **int** lenstr) {

**for** (**int** i = 1; i <= lenstr; ++i) RANK[sa[i]] = i; //O(n)处理出rank[]

**int** k = 0;

**for** (**int** i = 1; i <= lenstr - 1; ++i) {

//最后一位不用算，最后一位排名一定是1，然后sa[0]就尴尬了

k -= k > 0;

**int** j = sa[RANK[i] - 1]; //排名在i前一位的那个串，相似度最高

**while** (str[j + k] == str[i + k]) ++k;

height[RANK[i]] = k;

}

**return** ;

}

求任意两个后缀的LCP：

**LCP( suffix(i), suffix(j) ) = min(height[rank[i] + 1] ….…. height[ rank[j] ] )**。

求解sa[7] 和sa[3]的LCP等于中间的sa[4]和sa[3]的LCP、sa[5]和sa[4]、sa[6]和sa[5]、sa[7]和sa[6]的LCP的**最小值**，也就是取公共部分。然后一路传递上去。

**RMQ\_MIN(rank[i], rank[j]); //**这里相对大小不固定，可能要转换一下。 **然后begin++;**

## 杂项

1、回文串的等价定义是：出现奇数次的字母的种类最多只有一种。

2、主串：匹配串。 子串：模式串。

# 数据结构

## 1、并查集

所谓种类并查集，题型一般如下：给定一些基本信息给你，然后又给出一些信息，要求你判断是真是假。例如给出a和b支持不同的队伍，而且b和c也是支持不同的队伍，由于队伍只有两支（就是说只有两种），所以可以推出a和c是支持同一个队伍。

你可能会想用两个并查集，一个并查集存放一个队伍。但是这样是不行的，十分麻烦。因为你想想，如果给出[a,b]不同，然后[c,d]不同，如果我按照左边的放在同一个集合，那么我接着[a,c]不同，这样就会是(a,d)相同，这样的话，你要更改那个并查集，是十分麻烦的。

正解：只用一个并查集，而且再维护一个数组rank[i]表示i与father的关系，0表示支持同一个球队，1表示不同，这样的话，就可以根据rank[x]==rank[y]来判断是不是支持相同的了。爸爸支持谁没所谓啊，我们不关心支持哪个球队，我们只关心支持的是否一样罢了。rank[]数组压缩路径和并查集一样的，只不过其中要列些数据，推些公式出来。

例题：POJ 1733 Parity game

题意：给定一个n(n<=1e10)表示一个长度为n的串，满足如下m(m<=5000)个关系。[a,b]中1的数目为偶数，或者1的数目为奇数。要你判断最多能满足前多少个条件。（条件和以前的相反就直接break）

思路：已知[a,b]中1的数目可以用sum[b]-sum[a-1]表示。由于我们只关心奇偶。如果它说[a,b]是偶数的话，证明sum[b]和sum[a-1]的奇偶性相同。那么这就好办了，如果他说[1,4]是偶数，[3,4]是奇数，那么[1,2]就是偶数了，给出关系[1,2]的时候就可以判断能不能成立了。

这题区间过大(n<=1e10)，但是关系数才5000，所以需要离散化一下就好了。那么问题来了，离散化需要保存相对大小吗？就是如果他说[1,1e10]是偶，那么1e10应该离散一个很大的值，可能是5000了（最多离散也就5000）。这样其实也能做到，把每次输入的排序，再离散。

但是真的要保存相对大小吗？我们想想并查集的时候，我们能决定哪个做大佬的吗？你可能说能啊，我用f[fx]=fy的，就是fy做大佬啊。但是你还要看输入数据的吧。[a,b]和[b,a]，就能把你这个假设搞乱，虽然他这里的区间不能是[10,1]这样，但是意思一样。所以我们不需要保持相对大小，直接离散即可。这里只有一组样例，找到不合适，直接break即可。

#include <cstdio>

#include <cstdlib>

**const** **int** maxn = 5000 + 20;

**int** f[maxn];

**int** rank[maxn];

**void** init () {

**for** (**int** i = 0; i < maxn; i++) {

f[i] = i;

rank[i] = 0; //=0表示奇偶性相同

}

**return**;

}

**int** find (**int** u) {

**if** (u == f[u]) {

**return** u;

} **else** {

**int** temp = f[u]; //记录成只有三个点连成一条线。要记录当前的爸爸是谁，

f[u] = find(f[u]); //不然这里就压缩完了。找不到本来的爸爸了。

rank[u] = (rank[temp] + rank[u]) % 2; //u本来爸爸和它爸爸的关系+我和爸爸的关系

**return** f[u]; //决定了我和新爸爸的关系

}

}

**int** merge (**int** x, **int** y, **int** flag) {

**int** fx = find(x);

**int** fy = find(y);

**if** (fx == fy) { *//有关系了的*

**if** ((rank[x] + rank[y]) % 2 != flag) {

//比如1-->4是奇(rank[1]=1)，2-->4是奇(rank[2]=1)。

//那么你再说1-->2是奇，就GG了 (rank[1]+rank[2])=2，然后%2=0不是1(奇)

**return** 0;

} **else** **return** 1; //成立

} **else** {

f[fx] = fy;

rank[fx] = (rank[x] + rank[y] + flag) % 2; //这个公式有点难推

**return** 1;

}

}

**void** work () {

init();//must be init();

map<**int**, **int**>book; //离散化，不需要安排区间相对大小

**int** n, m, i, liu = 0; //liu是离散化的值

scanf ("%d%d", &n, &m);

**for** (i = 1; i <= m; i++) {

**int** a, b, flag = 0; //flag=0表示奇偶性相同

**char** str[10];

scanf ("%d%d%s", &a, &b, str);

**if** (str[0] == 'o') flag = 1; //奇偶性不同咯

**if** (!book[a - 1]) book[a - 1] = ++liu; //如果还没离散的话。记得是a-1

**if** (!book[b]) book[b] = ++liu; //就给一个离散值他

**if** (!merge(book[a - 1], book[b], flag)) {

**break**;

}

}

printf ("%d**\n**", i - 1);

**return** ;

}

**int** main () {

work ();

**return** 0;

}

关于我说那个难推的公式，可以看着样例推：

10 给出[1,2]，那么我们就，然后[3,4]，[5,6]如此，判定[1,6]就GG了。

5

1 2 even 0 1 0

3 4 odd

5 6 even

1 6 even

7 10 odd 这个是顺向思维，看看逆向的，如果已知[2,4]是奇，那么我再[0,2]是偶，这个时候，0那个点是压缩去4那里的（因为2的父亲是4）那么应该是什么值呢？是1，表明[0,4]这个区间是奇数个1的。这样一路下去，就能推出公式。

变形题目：TOJ3413 How Many Answers Are Wrong

题意：给定一个长为n(n<= 200000)的串，有m(m<= 40000)个关系，告诉你区间[a,b]的和是c，要你找出有多少个关系是和前面的矛盾的。

思路：一样的，注意到[a,b]的和为c可以转化为sum[b]-sum[a-1]，所以目标转化为两个点之差为c。设rank[i]表示其与根节点的差。

#include <cstdio>

#include <cstdlib>

#include <cstring>

**const** **int** maxn = 500000 + 20;

**int** f[maxn];

**int** rank[maxn];

**void** init () {

**for** (**int** i = 0; i < maxn; i++) {

f[i] = i;

rank[i] = 0;

}

**return** ;

}

**int** find (**int** u) {

**if** (f[u] == u) {

**return** u;

} **else** {

**int** temp = f[u];

f[u] = find(f[u]);

rank[u] = (rank[temp] + rank[u]);

**return** f[u];

}

}

**int** merge (**int** a, **int** b, **int** c) {

**int** fa = find(a);

**int** fb = find(b);

**if** (fa == fb) { //rank[a]必须会比rank[b]大 因为a<=b

**if** (rank[a] - rank[b] != c) {

**return** 0;

} **else** **return** 1;

} **else** {

f[fa] = fb;

rank[fa] = (rank[b] - rank[a] + c); //爸爸到新根节点的距离

//就例如有了[5,9]的和为10，,也知道[2,3]的和为1，现在新加入[2,4]的和为7

//这个时候，更改的是[2]的爸爸fa(3)到根节点9的距离，所以，要这样计算

//rank[4]:4到根节点的距离：10，一定要减去rank[2]，2到根节点3的距离1，再+7

//这样得到的才是rank[fa]，就是3到根结点9的距离，是16

**return** 1;

}

}

**int** n, m;

**void** work () {

init ();

**int** ans = 0;

**while** (m--) {

**int** a, b, c;

scanf ("%d%d%d", &a, &b, &c);

**if** (!merge(a - 1, b, c)) {

ans++;

}

}

printf ("%d**\n**", ans);

**return** ;

}

**int** main () {

**while** (scanf ("%d%d", &n, &m) != EOF)

work ();

**return** 0;

}

**并查集的点删除：**HDU 2473 Junk-Mail Filter

关键是怎么分离，可以考虑把它变成一个其它值。HASH[i] = other\_val，然后用新值去做并查集即可、需要注意的一点就是假如现在根是1，fa[1] = 1, fa[2] = 1, fa[3] = 1那么如果你删除了1，这应该输出2.但是现在是fa[2] = 1，是一个不存在的根了，这个时候ans应该+1，但是按照并查集的思路if (find(HASH[i]) == HASH[i]) ans++；是不行的，因为这个根已经不存在了。

解决方法就是标记是否为虚根，del[i] = true表示删除了，但是枚举fa[3]的时候就要避免重新加，需要取消标记。如果这时再有M 4 2，那么就把fa[4] = 1，用虚根表示即可。

**并查集的边删除：**uva 6910 - Cutting Tree

逆序操作，先把残缺的图弄出来，然后把删除操作变成了加边操作。Hack点是如果多次删除了某一条边，那么只能在第一次删除这条边的地方添加这条边进来。

## 2、线段树

多次使用sum不用清0，add要。build的时候就会初始化sum数据。但其他用法就可能要

#define lson L, mid, cur << 1

#define rson mid + 1, R, cur << 1 | 1

**void** pushUp(**int** cur) {

sum[cur] = sum[cur << 1] + sum[cur << 1 | 1];

}

**void** pushDown(**int** cur, **int** total) { //修改的都是儿子的东西，因为**自己的已经加过了**。

**if** (add[cur]) {

add[cur << 1] += add[cur]; //传递去左右孩子

add[cur << 1 | 1] += add[cur]; // val >> 1 相当于 val / 2

sum[cur << 1] += add[cur] \* (total - (total >> 1)); //左孩子有多少个节点

sum[cur << 1 | 1] += add[cur] \* (total >> 1); //一共控制11个，则右孩子有5个

add[cur] = 0;

}

}

**void** build(**int** L, **int** R, **int** cur) {

**if** (L == R) {

sum[cur] = a[L];

**return**;

}

**int** mid = (L + R) >> 1;

build(lson);

build(rson);

pushUp(cur);

}

**void** upDate(**int** begin, **int** end, **int** val, **int** L, **int** R, **int** cur) {

**if** (L >= begin && R <= end) {

add[cur] += val;

sum[cur] += val \* (R - L + 1); //这里加了一次，后面pushDown就只能用add[cur]的

**return**;

}

pushDown(cur, R - L + 1); //这个是必须的，因为下面的pushUp是**直接等于**的

//所以要先把加的，传递去右孩子，然后父亲又调用pushUp，才能保证正确性。

**int** mid = (L + R) >> 1; //一直分解的是大区间，开始时是[1, n]这个区间。

**if** (begin <= mid) upDate(begin, end, val, lson); //只要区间涉及，就必须更新

**if** (end > mid) upDate(begin, end, val, rson);

pushUp(cur);

}

**int** query(**int** begin, **int** end, **int** L, **int** R, **int** cur) {

**if** (L >= begin && R <= end) {

**return** sum[cur];

}

pushDown(cur, R - L + 1);

**int** ans = 0, mid = (L + R) >> 1;

**if** (begin <= mid) ans += query(begin, end, lson); //只要区间涉及，就必须查询

**if** (end > mid) ans += query(begin, end, rson);

**return** ans;

}

## 3、树状数组

**int** c[maxn];//树状数组，多case的记得要清空

**int** lowbit(**int** x) { //得到x二进制末尾0的个数的2次方 2^num

**return** x & (-x);

}

**void** add(**int** pos, **int** val) { //在第pos位加上val这个值 pos不能是0

**while** (pos <= n) { //n是元素的个数

c[pos] += val;

pos += lowbit(pos);

}

**return** ;

}

**int** get\_sum(**int** pos) { //求解：1--pos的总和

**int** ans = 0;

**while** (pos) {

ans += c[pos];

pos -= lowbit(pos);

}

**return** ans;

}

3.1、求逆序对：首先先把数据离散化，因为树状数组覆盖的区间是1—max这样的，不离散的话开不到那么大的数组。例如离散后是：5、2、1、4、3、思路是：插入5，add(5,1)，把pos为5的地方设置为1，然后ans += i - get\_sum(5); **i的意思是当前插入了i个数**，然后get\_sum()是当前有多少个数比5少，其实就是问1—5之间存在多少个数，那当然是比5小的啦。一减，就是关于5逆序对个数。eg:关于2的逆序对个数是1对。

LL get\_inversion(**int** a[], **int** lena) { //求逆序对个数

LL ans = 0;//逆序对一般都很多，需要用LL

**for** (**int** i = 1; i <= lena; ++i) { // a[]={5,2,1,4,3} ans=6;

// a[]={5,5,5,5,5} ans=0; 逆序对严格大于

add(a[i], 1);

ans += i - get\_sum(a[i]);

}

**return** ans;

}

关于数据离散化，可以开一个结构体，保存val和pos，**然后根据val排序一下**，根据pos从小到大赋值即可。for (int i=1;i<=n;++i) a[book[i].pos]=i; //从小到大离散。a[3]=1,a[1]=2等等

{9,1,0,5,4} 离散化后 {5,2,1,4,3}

3.2、求解区间不同元素个数，离线算法。复杂度O（q + nlog(n)）

设树状数组的意义是：1--pos这个段区间的不同元素的种类数。怎么做？就是add(pos,1);在这个位置中+1，就是说这个位置上元素种类+1。然后先把询问按R递增的顺序排序。因为这里是最优的，我每次尽量往R靠，使得查询不重不漏。什么意思呢？就是假如有：2、1、3、5、1、7的话。一开始的[1,4]这段数字全部压进树状数组，用个数组book[val]，表示val这个元素出现的最右的位置，因为我们需要删除重复的，也是要尽量往右靠。到达pos=5这个位置的时候，注意了，因为1是出现过的book[1] = 2，所以我们要做的是把2这个位置出现元素的种类数-1，就是add(book[1], -1)。然后把第五个位置出现的元素种类数+1，就是add(5,1)。为什么呢？因为你尽量把种类往右靠，因为我们的R是递增的，这样，你使得查询[4,6]成为可能，因为我那个1加入来了，而不是一直用pos=2那个位置的1，再者，查询[4,7]的话，一样的意思，因为中间的1进来了。所以我们因为尽量往右靠，毕竟我们都把query按R排序了。还有这个只能离线，一直预处理ans[i]表示第i个询问的ans。更新到[4,7]后，查询[1,2]已经不可能了，因为很明显，pos=2这个位置已经被删除了。

**离散化只是为了book[val]成为可能**

**void** work() {

scanf("%d", &n);

**for** (**int** i = 1; i <= n; ++i) scanf("%d", &a[i]);

**int** q;

scanf("%d", &q);

**for** (**int** i = 1; i <= q; ++i) {

scanf("%d%d", &query[i].L, &query[i].R);

query[i].id = i; //记录ans

}

sort(query + 1, query + 1 + q);

**int** cur = 1;

**for** (**int** i = 1; i <= q; ++i) {

**for** (**int** j = cur; j <= query[i].R; ++j) {

**if** (book[a[j]])

add(book[a[j]], -1); //del 这个位置

book[a[j]] = j; //更新这个位置的最右值

add(j, 1); //这个位置出现了新元素

}

cur = query[i].R + 1; //表示现在预处理到这个位置了。不能往回查，而且也不会往回

ans[query[i].id] = get\_sum(query[i].R) - get\_sum(query[i].L - 1); //区间减法

}

**for** (**int** i = 1; i <= q; ++i)

printf ("%d**\n**", ans[i]);

}

二维树状数组：就是n个一维树状数组，然后，在这些一维树状数组里面，再套一个一维树状数组。也就是一维树状数组的树状数组。

所以c[1][1]维护的是第一行的树状数组的前1个，c[1][2]是第一行树状数组的前2个，也就是a[1][1] + a[1][2]。这个和一维bit的定义是一样的。

然后c[2][1]维护的是第一行的bit + 第二行的bit的前1个、也就是a[1][1] + a[2][1]，

c[2][2]维护的是a[1][1] + a[1][2] + a[2][1] + a[2][2]。

**void** add(**int** x, **int** y, **int** val) {

**for** (**int** i = x; i <= n; i += lowbit(i)) {

**for** (**int** j = y; j <= n; j += lowbit(j)) {

c[i][j] += val;

}

}

}

**int** sum(**int** x, **int** y) {

**int** ans = 0;

**for** (**int** i = x; i >= 1; i -= lowbit(i)) {

**for** (**int** j = y; j >= 1; j -= lowbit(j)) {

ans += c[i][j];

}

}

**return** ans;

}

## 4、RMQ

dp\_min[i][j] 表示区间[i,i+2^j-1]的最小值。因为这个区间长度是偶数，易得转移方程是把区间分成两半再合并。然后查询的时候应为要精确覆盖到区间[begin,end]，不能多，也不能少。那么最好的办法就是考虑区间重叠了。例如：[2,7]可以考虑[2,5]和[4,7]的最小值。假如我们需要查询的区间为(i,j)，那么我们需要找到覆盖这个闭区间(左边界取i，右边界取j)的最小幂

预处理复杂度O(nlogn)，然后可以O(1)查询 。 NYOJ 119

**void** init\_RMQ(**int** n, **int** a[]) { //预处理->O(nlogn)

**for** (**int** i = 1; i <= n; ++i) {

dp\_max[i][0] = a[i]; //自己

dp\_min[i][0] = a[i]; //dp的初始化

}

**for** (**int** j = 1; j < 20; ++j) { //先循环j，不取等号，220是1e6了

**for** (**int** i = 1; i + (1 << j) - 1 <= n; ++i) {

dp\_max[i][j] = max(dp\_max[i][j - 1], dp\_max[i + (1 << (j - 1))][j - 1]);

dp\_min[i][j] = min(dp\_min[i][j - 1], dp\_min[i + (1 << (j - 1))][j - 1]);

}

}

**return** ;

}

**int** RMQ\_MAX(**int** begin, **int** end) {

**int** k = (**int**)log2(end - begin + 1.0);

**return** max(dp\_max[begin][k], dp\_max[end - (1 << k) + 1][k]);

}

**int** RMQ\_MIN(**int** begin, **int** end) {

**int** k = (**int**)log2(end - begin + 1.0);

**return** min(dp\_min[begin][k], dp\_min[end - (1 << k) + 1][k]);

}

## 5、单调队列 & 单调栈

单调队列：给定数组a，n <= 1e5。多次任取其中连续的k个数字，求区间元素的最大值。思路就是保存一个单调递减的队列，因为其元素可能会失效，所以也要保存一个id记录的是队列元素在a[]中的位置，如果它是 <= i – k 的，那么就是已经失效的了，应该head++

que[1].val = a[1]; que[1].id = 1;

**int** head = 1, tail = 1;

**for** (**int** i = 2; i <= k; ++i) { //开始先预处理前k个。

**while** (tail >= head && a[i] >= que[tail].val) --tail;

++tail;

que[tail].val = a[i]; que[tail].id = i;

}

ans\_max[++lenmax] = que[head].val;

**for** (**int** i = k + 1; i <= n; ++i) {

**while** (tail >= head && a[i] >= que[tail].val) --tail; //这里等于也进来，因为是最新的。

++tail;

que[tail].val = a[i]; que[tail].id = i;

**while** (head <= tail && que[head].id <= i - k) ++head; //把废弃了的排除掉

ans\_max[++lenmax] = que[head].val; //每次出队就是最大值了。

}

单调栈：给定数组a，区间a[L…R]的价值是最小元素乘上区间总和。求出最大价值。

首先用个单调递增的栈，同时维护一个lef[i]表示当前栈中第i个元素的最左区间，就是再左一点就不是它最小了。那么可以知道stack[i]在区间[left[i], 栈顶元素位置]，这个区间是最小的。因为本来栈顶元素就是最大的了，栈内元素绝对不够它大。然后每次弹出一个元素，就能知道它在区间内最小，就能计算了。每弹出一个元素，都计算一次。

**for** (**int** i = 1; i <= n + 1; ++i) { // 加个a[n + 1] = -1 防止全部单调递增。

**int** TT = stack[top]; // 栈内元素到栈顶元素，这个区间最小值

**int** toleft = i; //保存插入后上一个元素的最左值

**while** (top >= 1 && a[i] < a[stack[top]]) { //等于的话，不如让它扩大

LL t = (sum[TT] - sum[lef[stack[top]] - 1]) \* a[stack[top]];

**if** (t > ans) {

ans = t; L = lef[stack[top]]; R = TT;

}

toleft = lef[stack[top]]; //保留栈内元素最左值，更新这个元素的最左值

--top;

}

++top; stack[top] = i; lef[stack[top]] = toleft;

}

## 6、分块

动态RMQ问题。其实分块后自己想**块内**维护什么就慢慢想吧。**Note:数组必须从0开始**

**void** init() { // O(n)预处理

**for** (**int** i = 0; i < n; ++i) {

**if** (i % Magic == 0 || a[i] > mx[i / Magic]) {

mx[i / Magic] = a[i];

}

}

**return** ;

}

**void** update(**int** pos, **int** val) { // O(sqrt(n)) 修改

a[pos] = val; //更改

**int** L = pos / Magic \* Magic; //算出在第几个块的左值

**int** R = L + Magic - 1; *//右*

**for** (**int** i = L; i <= R; ++i) {

**if** (i % Magic == 0 || a[i] > mx[i / Magic]) {

mx[i / Magic] = a[i];

}

}

**return** ;

}

**int** query(**int** begin, **int** end) { //O(sqrt(n)) 查询

**int** ans = -inf;

**for** (**int** i = begin; i <= end;) {

**if** (i % Magic == 0 && i + Magic - 1 <= end) { //前后两段要暴力

ans = max (mx[i / Magic], ans);

i += Magic;

} **else** {

ans = max (a[i], ans);

++i;

}

}

**return** ans;

}

## 杂项

1、区间等差数列更新和单点查询

就是根据打标记的思想来做，但是公差可能会重叠，所以另开一个数组保存，原数组就一个关键的地方，计算出末尾项是什么，这样才能结束更新，不影响后面的值。

**void** addL(**int** begin, **int** end, **int** val, **int** d) { //在区间上加上首项为val，公差为d的数列

cntL[begin] += val;

cntL[end + 1] -= d \* (end - begin) + val; //计算出末尾值，否则影响后面的值。

subL[begin + 1] += d; //首项不用减去公差，所以在begin+1上开始

subL[end + 1] -= d; //结束公差

**return** ;

}

**void** init\_arr(**int** end) { //更新即可。

**for** (**int** i = 1; i <= end; ++i) {

subL[i] += subL[i - 1]; //把公差传递下去，先计算公差，后算值。

cntL[i] += cntL[i - 1] + subL[i]; //a[i] = a[i-1] + d 等差数列公式。

}

**return** ;

}

# 动态规划

## 1、整数划分

4 = 4; 4 = 3 + 1; 4 = 2 + 2; 4 = 2 + 1 + 1; 4 = 1 + 1 + 1 + 1;

方法一：dp[i][j]表示拆分数为i的时候，最小拆分数是j的时候的解。（前缀和，包括最小拆分数是其他数字的解。所以dp[val][1]就是答案。）**dp[i][j] = dp[i][j + 1] + dp[i - j][j];** 如果需要不重复数字，则是dp[i – j][j + 1]; 因为这样限定了最小拆分数一定是唯一的一个j。如果要输出最小拆分数固定是k时的解，dp[val][k] – dp[val][k + 1]; 边界：**dp[i][i] = 1;**

方法二：设dp[i][j]表示拆分数为j的时候，拆分成i项时的解。**边界：dp[0][0] = 1;**

允许重复数字 ： dp[i][j] = dp[i][j - i] + dp[i - 1][j - 1]; 此时dp[i][i] = 1;

不允许重复 ： dp[i][j] = dp[i][j - i] + dp[i - 1][j - i]; 此时dp[i][i] = 0;

dp[i][j]表示j这个数字，当前的拆分拥有i个拆分数时的方案数。至于为什么要在第二维中放j这个数字，而不是像上面那个用第一维放数字，那是因为它需要先解出dp[1][1---n]然后再解出dp[2][1---n]，转换维度比较方便。

先考虑允许重复数字 ： dp[i][j] = dp[i][j - i] + dp[i - 1][j - 1];

考虑分成两类，

1、dp[i][j - i]：这种拆分方案（拥有i个数字的拆分方案），如果没有1，就比如7 = 3 + 4这样，然后每个数字都加上一，

就变成了9 = 5 + 4。所以dp[2][9]可以由dp[2][7]转化过来。当然7 = 1 + 6也是合法解。

2、dp[i - 1][j - 1]：这种拆分方案有1，比如4 = 3 + 1，那么我可以截去那个1，变成3 = 3，然后加上最后那个1，就变成了4 = 3 + 1，所以dp[2][4]可以由dp[1][3]转化过来。

但是题目需要不重复，（这也使得题目不会超时）

第一类，如果dp[2][7]本来就是不重复的，就是dp[2][6]即是6 = 3 + 3不能发生，那么我同时全部加上一个数，肯定不会产生重复的。

第二类，如果本来也是不重复的，但是生成的可能会重复，比如5 = 4 + 1和5 = 3 + 2是dp[2][5]的解（本来没有重复），然后在后面加上一个1，是dp[3][6]的解，但是6 = 4 + 1 + 1是非法的。我们也不可能检查其拆分方案有没1，因为我们只会统计数量。

改进：dp[i][j] = dp[i][j - i] + dp[i - 1]**[j - i]**;

dp[i - 1][j - i]：意思就是每个元素减去1后，分成i - 1组，为什么不是分成i组呢。？因为其存在1，然后每个数字减去1,那么这个1就是变成0了，所以只能分成i - 1组。

例如：6 = 3 + 2 + 1是由3 = 2 + 1弄过来的，dp[3][6] = dp[2][3]

所以就能解决这题。

1、i > j，不用管dp[i][j] = 0

2、i == j，只能够是i个1,然而不符合题目，dp[i][j] = 0;

3、i < j，dp[i][j] = dp[i][j - i] + dp[i - 1][j - i];

由于之和上一维有关，可以滚动数组，就能解决空间问题。

然后因为要产生k个不同的数字，最小值是1 + 2 + 3 + ..... + k，就是(1 + k) \* k / 2开始。

就是dp[2][2]这些不用枚举了，k = 2的话，最小值是3

## 2、区间DP

dp[i][j]表示把第[i, j]这个区间的石子合并到一堆时所需的最小费用。无论在哪里合并，这一步的操作的费用总是[i, j]这个区间式子的数字总和。暴力枚举切点，然后记忆化搜索。

**int** dfs(**int** be, **int** en) { //开始的时候dp的所有值都是inf

**if** (be >= en) **return** 0;

**if** (vis[be][en] == DFN) **return** dp[be][en];

vis[be][en] = DFN;

**for** (**int** i = be; i <= en; ++i) {

dp[be][i] = dfs(be, i);

dp[i + 1][en] = dfs(i + 1, en);

dp[be][en] = min(dp[be][i] + dp[i + 1][en] + sum[en] - sum[be - 1], dp[be][en]);

}

**return** dp[be][en];

}

## 3、数位DP

HDU 2089 不要62

**int** dp[10][20]; // dp[i][j]表示长度是i的数字中，以j开头的合法情况

**void** init() {

dp[0][0] = 1;

**for** (**int** i = 1; i <= 7; ++i) { //枚举数字的长度是多少位

**for** (**int** j = 0; j <= 9; ++j) { //枚举长度是i的开头数字

**if** (j == 4) **continue**; //4是不合法情况，跳过了，所以dp[i][4] = 0;

**for** (**int** k = 0; k <= 9; ++k) { //枚举长度是i - 1的开头数字

**if** (k == 4 || j == 6 && k == 2) **continue**; //其实这个k = 4不跳过也一样，= 0

dp[i][j] += dp[i - 1][k];

}

}

}

//dp[i][0] += dp[i - 1][0] + dp[i - 1][1] ... + dp[i - 1][9];

}

注意的是dp[i][0]的意义，dp[i][0]表示长度是i的，以0开头的合法数字。也就是0XX的形式，所以是包含了000---099，也就是所有合法的1位数和2位数之和。那000是什么？不管了，这个是多余的，也可以看作是合法的一位数，虽然题目的区间不包含000，但是R – L的时候会同时抵消这个多余的计数。

比如我统计的是数字: 456

那么，从高到低枚举。先枚举第一位，4、再枚举5、....那么，< 4 的，长度是3位的合法数字，都应该算做贡献。就是ans += dp[3][0...3]，dp[3][1]好理解，就是100、110、....199那些。

dp[3][2]那些同理，不处理到dp[3][4]也好理解，因为dp[3][4]包含了499那些，就是超越范围了。而后来的枚举下一位的5，dp[2][0...4]是同理的，但是其是和第一位的4结合的，也就是dp[2][0]包括了所有1位数的合法情况，然后组合成40X。所以后面的枚举其实这是为了和上一位组合成合法情况。所以当其中某些数字破坏了条件，例如出现了4，或者已经出现了62，就要提前break。还有需要注意的是处理不到n这个数字的，因为都是枚举每一位的-1那个大小，所以只需要把他们 + 1即可。

**int** calc(**int** val) { //calc(R + 1) - calc(L + 1 - 1)

**int** lenstr = 0;

**while** (val / 10 > 0) {

str[++lenstr] = val % 10 + '0';

val /= 10;

}

str[++lenstr] = val + '0';

str[lenstr + 1] = '\0';

**int** ans = 0;

**for** (**int** i = lenstr; i >= 1; --i) {

**for** (**int** j = 0; j <= str[i] - '0' - 1; ++j) {

**if** (j == 2 && str[i + 1] == '6') **continue**; //62X是不合法的，要跳过

//那么j = 4呢？不跳过？其实是一样的，因为预处理的时候dp[i]][4] = 0的。

ans += dp[i][j];

}

//后来枚举的，都是和前面的哪一位结合，比如456，就是4XX，然后45X

**if** (str[i] == '4') **break**; //4XX，下一次枚举就不合法了

**if** (str[i] == '2' && str[i + 1] == '6') **break**;

}

**return** ans;

}

2、求区间包含“13”这个子串 && 能整除13的个数

设dp[i][j][state][r]表示位数是i，以j开头，state是0或1表示是否已经出现了”13”这个子串，并且，整个数字mod 13 = r的时候的合法个数。统计方法和不要62是一样的

**void** init() {

base[0] = 1;

**for** (**int** i = 1; i <= 10; ++i) {

base[i] = base[i - 1] \* 10; // 10i

}

**for** (**int** i = 0; i <= 9; ++i) { //dp[1][0][0][0] = 1

dp[1][i][0][i] = 1;

}

**for** (**int** i = 2; i <= 10; ++i) { //枚举位数i

**for** (**int** j = 0; j <= 9; ++j) { //枚举第i位的开头数字j

**for** (**int** x = 0; x <= 9; ++x) { //第i - 1位的开头数字x

**int** t = base[i - 1] \* j % 13; //2X中的20 % 13是几

**for** (**int** r = 0; r <= 12; ++r) { //枚举i - 1位的余数

dp[i][j][1][(r + t) % 13] += dp[i - 1][x][1][r];

**if** (j == 1 && x == 3) { //出现了13这个子串*。*

dp[i][j][1][(r + t) % 13] += dp[i - 1][x][0][r];

} **else** {

dp[i][j][0][(r + t) % 13] += dp[i - 1][x][0][r];

}

}

}

}

}

}

**int** calc(**int** n) {

n++;

**int** digit[15] = {0};

**int** lenstr = 0;

**while** (n / 10 > 0) {

digit[++lenstr] = n % 10;

n /= 10;

}

digit[++lenstr] = n % 10;

**int** ans = 0;

**int** mod = 0;

**bool** flag = **false**;

**for** (**int** i = lenstr; i >= 1; --i) {

**for** (**int** j = 0; j <= digit[i] - 1; ++j) {

ans += dp[i][j][1][(13 - mod) % 13];

**if** (flag || j == 3 && digit[i + 1] == 1) {

ans += dp[i][j][0][(13 - mod) % 13];

}

}

**if** (digit[i] == 3 && digit[i + 1] == 1) {

flag = **true**; //前面位的数字已经包含了13、

}

mod = (mod + digit[i] \* base[i - 1]) % 13; //更新5XX中500 % 13的余数，54X中540%13

}

**return** ans;

}

## 4、状压DP

1、合法括号序列的状压，不需要dp[lef][rig]表示左括号lef个，右括号rig个，可以用他们的差值来表示，dp[dis]表示左括号减去右括号的差值。差值小于0是没可能的，因为合法的括号序列不可能出现rig > lef的情况。

2、判断一个数二进制是否存在相邻两位同时为1，只需：(x & (x << 1)) > 0

## 杂项

1、基本背包枚举状态是否成立。（POJ 1948，枚举组合成三角形）

转移可以很直接，枚举新进来的物品，如果dp[i][j]成立，那么dp[i + val][j]也成立。

也可以设dp[i][j]表示用了i个数，能否生成j。dp[i][j] = dp[i][j] || dp[i – 1][j – a[i]];

2、bitset优化的背包，dp[0]表示能否产生这个数字，然后dp = dp | (dp << x)，就比如是0001的时候，枚举了一个3进来，那么就是0001 | 1000 = newState : 1001

3、背包记录路径 （vijos [P1071 新年趣事之打牌](https://vijos.org/p/1071) && POJ 1015）

很多时候是不行的，因为更新了12的最优解，如果它依赖于6这个背包，然后你后面改变了6这个背包，就GG。如果能使得你更新过了的背包，不更新的话，那就可以。**就是只看背包能否成立**，而**不看**其他权值总和最大化的**最优解**的情况下，是可以的。**ie: dp[val] = true**

1、一个优秀的背包记录路径的方法就是，转移的时候判断是否存在于路径之中即可。但是求解dp的时候枚举顺序要发生变化，比如选出m个数的话，要先枚举m，然后枚举n个数，也就是先解出选出1个数的时候（在n个数里面挑）的最优解，然后解选两个数的最优解，但是在解选两个数的时候的最优解的时候，要判断是否存在于路径之中。**判断上一个的路径。**

2、用二维01背包，就可以在能求最优解的情况下同时记录选了哪些数字。

4、LICS、O（lena \* lenb）

设dp[i][j]表示匹配到a[]的前i项，以b[]的第j项结尾时，能匹配的最大值。dp[all][all] = 0;

①、不匹配a[i]这个数，则是dp[i][j] = dp[i – 1][j]; //一定要以b[j]结尾。

②、匹配a[i]这个数，则需要a[i] == b[j] && b[j] > b[k] 🡪 dp[i][j] = max(dp[i – 1][k]) + 1，

这样复杂度需要O(n3)，注意到，求解dp的时候，是从dp[i][1….lenb]这样的顺序求解，而且，需要a[i] == b[j]才能算做贡献，因为要LCS嘛！那么可以记录dp[i][1…j – 1]的信息，以a[i]作为基准（因为a[i] == b[j]才能算出贡献，以那个作为基准没所谓），找出前j - 1个数中，满足LIS并且最大的那个，O(1)更新即可。  
**for** (**int** i = 1; i <= lena; ++i) {

**for** (**int** j = 1, cnt = 0; j <= lenb; ++j) {

dp[i][j] = dp[i - 1][j]; //不要当前这个a[i]

**if** (a[i] > b[j]) { //形成LIS

cnt = max(cnt, dp[i - 1][j]);

}

**if** (a[i] == b[j]) { //形成LCS

dp[i][j] = cnt + 1;

}

}

}

ans = max(ans, dp[lena][1…lenb]);

# 图论

设：顶点数为：n 边数为：m

无向完全图有： 条边。 有向完全图，有n(n-1)条边。

存储方式：

1、邻接矩阵：e[maxn][maxn]。对于遍历每一条边，复杂度是O(n²)，适合用于稠密图

2、邻接链表:

用first[u]表示第u个顶点的第一条边是谁。然后用个next[i]表示，第i条边的下一条边是谁，就能完成图的遍历。插入first[u]的时候，用头插法即可。

next[i]=first[u]; first[u]=i;//头插法

C语言写法：

**struct** edge {

**int** u, v, w;

**int** id;//区分无向图的时候用的，id相同就是同一条边

**int** tonext;

} e[maxn \* 2]; //这个存的是边，要插入两次，所以要 \* 2

**int** first[maxn]; //这个表示什么【顶点】的第一条边，所以只用maxn大小即可

**int** num = 0; //从1开始，这样就是没0号这条边。方便判断。所以每次先++num再放边！！

**void** add(**int** u, **int** v, **int** w) {

++num; //这个num是边的编号

e[num].u = u, e[num].v = v, e[num].w = w;

e[num].tonext = first[u]; //下一条边是这个顶点的第一条边

first[u] = num; //这个顶点的第一条边是编号为num的这条

}

遍历的时候，如果想对u顶点的所有边进行遍历，就只需这样

**for** (**int** i = first[u]; i != 0; i = e[i].next) 现在的i就是边的编号，这条边就是e[i].u -🡪 e[i].v 的边

C++写法：

**struct** edge {

**int** u, v, w;

};

vector<**struct** edge>e[maxn];

加边的时候，例如5-🡪6有一条权值为20的边，那么，开个变量struct edge t; //用于插入

t.u=5; t.v=6; t.w=20; e[t.u].push\_back(t); 如果是无向图，同样还需再add一次。

如果对顶点u遍历： for (int i=0;i<e[u].size();i++) 这样：就是e[u][i].u 🡪 e[u][i].v这条边了

**void** add(**int** u, **int** v, **int** w) {

**struct** edge t;

t.u = u, t.v = v, t.w = w;

e[u].push\_back(t);

**return** ;

}

多叉树转二叉树，开始的时候，memset为0或者-1都可以。

Lchild[cur] 表示cur这个节点的儿子。

Rchild[cur] 表示cur这个节点的兄弟。

**void** addEdge(**int** u, **int** v) {

Rchild[v] = Lchild[u];

Lchild[u] = v;

}

## 1、最短路径

**★：**最短路的算法都可以用于­­­­---**有向图 & 无向图**

**★：**最短路肯定是一个只包含(n-1)条边的简单路径。

(1)、Dijkstra单源最短路

传入邻接矩阵e[][MAXN]，节点个数n(编号从1--n),最短路径数组dis,和出发点cur，返回inf代表原图不连通，else返回0。复杂度O(n²)。注意路径必须都是非负的。

**一开始的e[][]需要全部设置为inf，**pre[i]表示到达i顶点的上一个顶点，记录路径

**int** dij(**int** e[][maxn], **int** n, **int** dis[], **int** cur, **int** pre[]) {

**bool** book[maxn]= {0}; //记得初始化为0

**for** (**int** i = 1; i <= n; ++i) dis[i] = inf; //只能这样初始化，传参的话，不然sizeof (dis) = 4

dis[cur] = 0;

pre[cur] = -inf;

**for** (**int** i = 1; i <= n; i++) { //最多使用n个点来中转，

**int** mi = inf; //每次找出最小值

**int** u = inf; //下标

**for** (**int** j = 1; j <= n; j++) {

**if** (!book[j] && mi > dis[j]) {

mi = dis[j];

u = j;

}

}

**if** (u == inf) **return** inf; //原图不连通

book[u] = **true**;

**for** (**int** j = 1; j <= n; j++) {

**if** (!book[j] && dis[j] > dis[u] + e[u][j]) {

dis[j] = dis[u] + e[u][j]; //进行松弛操作

pre[j] = u;

}

}

}

**return** 0;

}

优先队列优化的dij，复杂度O(M+N)logN，传入起点bx，即可求出dis[]

注意：**M最大是N2，这个时候比O(n2)算法还要慢。**

**struct** HeapNode {

**int** u,dis; //dis是到起始点bx的距离

HeapNode(**int** from, **int** cost) : u(from), dis(cost) {}

**bool** **operator** < (**const** HeapNode &rhs) **const** {

**return** dis > rhs.dis; //注意，这里的dis小的在前。

}

};

**void** dij(**int** bx) {

memset (book, 0, **sizeof** book); // 这些数组只能放在外面，

memset (dis, 0x3f, **sizeof** (dis)); //不然如果是函数传参的话：sizeof (dis) = 4

dis[bx] = 0;

priority\_queue<HeapNode> que;

que.push(HeapNode(bx, dis[bx]));

**while**(!que.empty()) {

HeapNode t = que.top();

que.pop();

**int** u = t.u; //现在选出的这个u，是dis[]中最小的那个值

**if** (book[u]) **continue**;

book[u] = **true**;

**for** (**int** i = first[u]; i; i = e[i].next) {

**int** v = e[i].v;

**if** (!book[v] && dis[v] > dis[u] + e[i].w) { //找过的点再用也不行的

dis[v] = dis[u] + e[i].w; //松弛

pre[v] = u; //记录路径

que.push(HeapNode(v, dis[v]));

}

}

}

**return** ;

}

(2)、Bellman\_Ford 解决负权边 + 判负环，复杂度O(n \* m)

**int** Bellman\_Ford(**int** bx, **int** n, **int** m) { //从bx开始，有n个点，m条边

dis[bx] = 0;

**for** (**int** i = 1; i <= n - 1; ++i) { //n个点的话，只需n-1条边来松弛，因为是最短路径。

**bool** flag = 0;

**for** (**int** j = 1; j <= m; ++j) {

**if** (dis[e[j].v] > dis[e[j].u] + e[j].w) {

flag = 1;

dis[e[j].v] = dis[e[j].u] + e[j].w;

}

}

**if** (!flag) **break**; //不改变了，就可以提前出来

}

**for** (**int** j = 1; j <= m; ++j) { /\*判负环的话，只需再进行一次\*/

**if** (dis[e[j].v] > dis[e[j].u] + e[j].w) **return** 1; //继续松弛，错误。出现了负环。

}

**return** 0;

}

(3)、SPFA Bellman\_Ford的队列优化，复杂度O(2 \* m)，最坏O(n \* m)

如果一个节点进队n次，那么就是出现了负环。不是被更新n次，因为有可能是1🡪2有10条边，这些边权值重大到小，更新了10次，但是这不是负环。

**bool** spfa(**int** bx, **int** n) { //从bx开始，有n个顶点

**for** (**int** i = 1; i <= n; ++i) {

dis[i] = inf;

tim[i] = 0; //入队次数清0

in[i] = **false**; //当前这个节点不在队列里

}

queue<**int**> que;

**while** (!que.empty()) que.pop();

que.push(bx), in[bx] = **true**, dis[bx] = 0, tim[bx]++;

**while** (!que.empty()) {

**int** u = que.front();

**if** (tim[u] > n) **return** **true**; //入队次数超过n次，出现负环

que.pop();

**for** (**int** i = first[u]; i; i = e[i].tonext) {

**if** (dis[e[i].v] > dis[e[i].u] + e[i].w) {

dis[e[i].v] = dis[e[i].u] + e[i].w;

**if** (!in[e[i].v]) { //不在队列

que.push(e[i].v);

in[e[i].v] = **true**;

tim[e[i].v]++;

}

}

}

in[u] = **false**;

}

**return** **false**;

}

(4)、floyd的bitset优化，只能用于判断是否到达，复杂度O(n3 / sizeof bitset)

如果是1000位的bool[]，你算a ^ b需要的时间是O(n)，但是如果用bitset直接做，复杂度是O(n / sizeof bitset)。bitset内存是，8bit是一字节，那么长度 / 8就是字节数。

**for** (**int** k = 1; k <= n; ++k) { //枚举点k来中转

**for** (**int** i = 1; i <= n; ++i) { //每次都更新这n个点。

**if** (e[i][k]) { //有点dp的思想，

e[i] |= e[k]; //i能到k的话，就能到达k能到达的所有点。

}

}

}

Floyd算最短路。

**for** (**int** i = 1; i <= n; ++i) { //枚举点i来中转，记得设置e[i][i] = 0

**for** (**int** j = 1; j <= n; ++j) {

**for** (**int** k = 1; k <= n; ++k) {

**if** (e[k][j] > e[k][i] + e[i][j]) e[k][j] = e[k][i] + e[i][j];

}

}

}

## 2、最小生成树（MST）

Minimum Spanning Tree

1、kruskal算法（克鲁斯卡尔算法）

把边从小到大排序，每次选取可行的最小的边，判断可行性用并查集维护，防止连通成图。然后选够了n – 1条边后可以直接break了。复杂度O(ElogE)，主要时间用在了快排那里。

**int** kruskal(**int** n, **int** m) { //n个顶点，m条边

sort(e + 1, e + 1 + m); //最大生成树的话，从大到小排即可

**for** (**int** i = 1; i <= n; ++i) fa[i] = i; //并查集初始化

**int** cnt = 0, ans = 0;

**for** (**int** i = 1; i <= m; ++i) {

**if** (tofind(e[i].u) == tofind(e[i].v)) **continue**; //防止连通成图

tomerge(e[i].u, e[i].v);

cnt++;

ans += e[i].w;

**if** (cnt == n - 1) **return** ans;

}

**return** -1; //原图不联通

}

2、Prim算法（普里姆算法）

记dis[i]表示i号顶点到生成树的距离。一开始，dis[1] = 0表示1号顶点作为生成树的根。然后枚举1号顶点连接到的边，更新其他顶点到现有生成树顶点的距离。所以就是分为生成树顶点和非生成树顶点两类。每一次找出生成树顶点中所有边最小的，去更新非生成树顶点。

普通的复杂度需要O（n2）

堆优化的复杂度MlogN

**int** Prim(**int** n, **int** m) { //n个顶点，m条边

**while** (!que.empty()) que.pop(); //清空优先队列

++DFN;

**for** (**int** i = first[1]; i; i = e[i].tonext) {

que.push(HeapNode(e[i].v, e[i].w));

}

book[1] = DFN; //表明这个点已经加入MST

**int** cnt = 1, ans = 0;

**while** (cnt < n) { //选出n个点出来

**bool** flag = **false**;

**struct** HeapNode t(0, 0);

**while** (!que.empty()) {

t = que.top(); que.pop();

**if** (book[t.v] == DFN) **continue**;

flag = **true**;

**break**;

}

**if** (!flag) **break**; //原图不连通

book[t.v] = DFN, cnt++, ans += t.val;

**for** (**int** i = first[t.v]; i; i = e[i].tonext) {

**if** (book[e[i].v] == DFN) **continue**; //已经在生成树顶点中了。

que.push(HeapNode(e[i].v, e[i].w));

}

}

**if** (cnt != n) **return** -1;

**else** **return** ans;

}

## 3、LCA、树的重心、树的直径

LCA是用在树中的，**图的不行**。★、无向树也是树。

LCA[u][v]表示节点u和v的最近公共祖先，也是深度最大祖先，深度越大的话，证明离u和v越近嘛。这个算法基于dfs的回溯和并查集实现。dfs的时候，搜索到叶子节点（没有儿子）的时候，得到LCA[u][u]=u和LCA[u][fa]=fa，然后，返回到他爸爸那里，并查集合并，f[u]=fa;表明u的爸爸是fa，所以这个时候并查集是**向左看齐的**，merge(u,v)，u只能是爸爸。复杂度O(n²)的算法，能求出整棵树的所有LCA[i][j]值。

★并查集那里有点奇葩，它也用作了标记数组的作用，所以一开始的并查集，全部是0。

**void** dfs(**int** u) {

f[u] = u; //首先自己是一个集合

**for** (**int** i = first[u]; i; i = e[i].next) {

**int** v = e[i].v;

**if** (f[v] == 0) {

dfs(v);

merge(u, v);

}

}

**for** (**int** i = 1; i <= n; i++) { //遍历每一个点

**if** (f[i]) { //已经确定过的，就更新LCA

LCA[u][i] = LCA[i][u] = find(i);

}

}

**return** ;

}

O(n + Q)算法，用邻接表存取所有询问，要询问的再处理即可，注意去重操作。

**void** dfs(**int** u) {

f[u] = u; //首先自己是一个集合

**for** (**int** i = first[u]; i; i = e[i].next) {

**int** v = e[i].v;

**if** (f[v] == 0) {

dfs(v);

merge(u, v);

}

}

**for** (**int** i = first\_query[u]; i; i = query[i].next) {

**int** v = query[i].v;

**if** (f[v]) { //确定过的话，并且有要求查询

//要求查询的话这个query保存着，first\_query[u]就证明有没了

//因为插边插了两次，这里要去重。用id保存答案即可

ans[query[i].id] = find(v);

}

}

**return** ;

}

LCA倍增算法。

设ansc[cur][i]表示从cur这个节点跳2i步到达的祖先是谁。记录深度数组deep[cur]。深度从0开始，然后算LCA的时候就先把他们弄到同一深度，然后一起倍增。

Hint：ans[root][3]是自己，都是root。开始的时候fa[root] = root。deep[root] = 0;

一般这课树是双向的，因为可能结合bfs来做题，所以需要判断不能走到爸爸那里。

1 << 20就有1048576（1e6）了。

**int** ansc[maxn][25], deep[maxn], fa[maxn];

**void** init\_LCA(**int** cur) {

ansc[cur][0] = fa[cur]; //跳1步，那么祖先就是爸爸

**for** (**int** i = 1; i <= 24; ++i) { //倍增思路，递归处理

ansc[cur][i] = ansc[ansc[cur][i - 1]][i - 1];

}

**for** (**int** i = first[cur]; i; i = e[i].tonext) {

**int** v = e[i].v;

**if** (v == fa[cur]) **continue**;

fa[v] = cur;

deep[v] = deep[cur] + 1;

init\_LCA(v);

}

}

**int** LCA(**int** x, **int** y) {

**if** (deep[x] < deep[y]) swap(x, y); //需要x是最深的

**for** (**int** i = 24; i >= 0; --i) { //从大到小枚举，因为小的更灵活

**if** (deep[ansc[x][i]] >= deep[y]) { //深度相同，走进去就对了。就是要去到相等。

x = ansc[x][i];

}

}

**if** (x == y) **return** x;

**for** (**int** i = 24; i >= 0; --i) {

**if** (ansc[x][i] != ansc[y][i]) { //走到第一个不等的地方，

x = ansc[x][i];

y = ansc[y][i];

}

}

**return** ansc[x][0]; //再跳一步就是答案

}

**树的重心**：求以cur为根的子树的重心，就是要找一个点，使得删除这个点后，分开来的零散的子树中，节点数的最大值最小。并且最大值最多也只是son[cur] / 2，因为最坏情况（最难分）也就是一条直线，选中间点就可以了。

算法思路：

直观来说，应该是删除那个儿子数最多的那个节点的。因为，没理由再分一些节点给最大的那颗子树把，这样只会更坏。但是却可以把最大的那颗子树分一些节点去另一边，所以优先删除最大的那颗子树的重心，然后判断是否符合要求，不符合就只能暴力往上找了。

判定条件是son[cur] > 2 \* son[重心]就不行。因为这表明son[cur] - son[重心]的值还大于son[cur] / 2。代进去就知道了son[cur] - son[重心] > son[重心]，假设son[cur] = 2 \* son[重心]。

那么son[重心]的最大值是son[cur] / 2，这是不行的。

**回溯处理**：先找当前这个子树中，节点数最大的那个儿子的“重心”，然后暴力判断向上爬就行了。处理到root的时候，后面的已经处理好的了，这就是回溯。

**void** dfs(**int** cur, **int** from) {

son[cur] = 1; //自己算一个节点

ans[cur] = cur; //叶子节点

**int** mx = -inf, pos = cur; //以这个点为子树的儿子数最多的那个pos

**for** (**int** i = first[cur]; i; i = e[i].tonext) {

dfs(e[i].v, cur);

son[cur] += son[e[i].v]; //加上儿子的节点个数

**if** (mx < son[e[i].v]) { //不能算自己，只能算儿子的max

mx = son[e[i].v];

pos = e[i].v; //儿子数最多的那个节点，

}

}

ans[cur] = ans[pos]; //ans[pos]已经算出来了，ans[pos]表明是pos节点的重心

**while** (son[cur] > 2 \* son[ans[cur]]) { // 放缩：son[cur] = 2 \* son[重心]，就不行了

ans[cur] = fa[ans[cur]]; //暴力往上找

}

}

(一)、树中所有点到某个点的距离和中，到重心的距离和是最小的；如果有两个重心，那么他们的距离和一样。

(二)、把两个树通过一条边相连得到一个新的树，那么新的树的重心在连接原来两个树的重心的路径上。

(三)、把一个树添加或删除一个叶子，那么它的重心最多只移动一条边的距离。

树的直径。

从任何一个点出发，bfs走到最远的路，然后从终点再bfs走一次，那就是直径。

**int** tree\_diameter(**int** begin, **bool** flag) {

memset(vis, 0, **sizeof** vis);

queue<**struct** bfsnode> que;

que.push(bfsnode(begin, 0));

vis[begin] = **true**;

**int** to = begin, mx = 0;

**while** (!que.empty()) {

**struct** bfsnode t = que.front();

que.pop();

**for** (**int** i = first[t.cur]; i; i = e[i].tonext) {

**int** v = e[i].v;

**if** (vis[v]) **continue**;

vis[v] = **true**;

que.push(bfsnode(v, t.cnt + e[i].w));

**if** (mx < t.cnt + e[i].w) {

to = v;

mx = t.cnt + e[i].w;

}

}

}

**if** (flag) **return** mx;

**else** **return** to;

}

## 4、图的割点、割边、有向图的强连通分量

DFN[i] 其实就是一个标记，表示i号顶点第几个被访问的

low[i] 表示i号顶点在不经过它枚举过来的那个**爸爸**的情况下，能访问到的最远祖先。

割点算法，**注意根结点起码要有两个孩子，才算是一个割点。**算法中，如果cur能访问一个已经被访问的点，而且这个点又不是cur的father，那么只能是cur的祖先。例如1🡪2🡪3🡪4然后4反问了2，不是爸爸3，所以只能是4的祖先了。

**void** dfs (**int** cur, **int** father) {

**int** child = 0;//代表cur有多少个儿子

when++;//这个我们称为时间戳

DFN[cur] = when;//刚开始的辈分

low[cur] = when;//刚开始能访问到的，只能是自己

**for** (**int** i = 1; i <= n; i++ ) { //循环一个图

**if** (e[cur][i] == 1) { //如果cur去i是有路的

**if** (DFN[i] == 0) { //就是i还没被访问过。先跳去看else

child++;//儿子数+1

dfs (i, cur);//分清楚谁是爸爸，谁是儿子，此时很明显cur是i的爸爸

low [cur] = min(low[cur], low[i]);//更新我和儿子能访问到的人

**if** (cur != root && low[i] >= DFN[cur]) { //此时儿子是i 父亲是cur

flag[cur] = 1; //我是割点

}

**if** (cur == root && child == 2) { //如果我是第一辈，首先回溯到有两个儿子

flag[cur] = 1; // 或者变成标记这条边是割边。

}

} **else** **if** (i != father) {

low[cur] = min(low[cur], DFN[i]);//拜师中

}

}

}

}

dfs(1, 1);

割边算法

当我们low[i] > DFN[cur]的时候，表明我们连爸爸都去不到，这个就是割边。

**有向图的强连通分量：**在有向图G中，如果两个顶点间至少存在一条路径，称两个顶点强连通(strongly connected)。如果有向图G的每两个顶点都强连通，称G是一个强连通图。非强连通图有向图的极大强连通子图，称为强连通分量(strongly connected components)。求解这个可以用Tarjan算法。

id[u]：表示顶点u在那一个强连通子图中

sum[id]：表示id这个强连通子图的顶点个数。

**void** tarjan(**int** cur, **int** fa) {

DFN[cur] = low[cur] = ++when; //时间戳

st[++top] = cur; //进栈

vis[cur] = **true**;

**for** (**int** i = first[cur]; i; i = e[i].tonext) {

**int** v = e[i].v;

**if** (!DFN[v]) { //没访问过

tarjan(v, cur);

low[cur] = min(low[cur], low[v]);

} **else** **if** (vis[v]) { // 访问过，而且还在栈里

low[cur] = min(low[cur], DFN[v]);

}

}

**if** (low[cur] == DFN[cur]) { //这个是强连通分量的根节点。

++toSelId;

**do** {

id[st[top]] = toSelId; //块id

sum[toSelId]++; //id节点个数

*// printf("%d ", st[top]);*

vis[st[top]] = **false**;

top--;

} **while** (cur != st[top + 1]);

*// printf("\n");*

}

}

**void** sloveTarjan(**int** n) { //防止开始枚举的节点没有出边，所以要暴力枚举每一个节点

memset(low, 0, **sizeof** low);

memset(DFN, 0, **sizeof** DFN);

memset(vis, 0, **sizeof** vis); //标记是否在栈里

memset(id, 0, **sizeof** id);

memset(sum, 0, **sizeof** sum);

top = when = toSelId = 0;

**for** (**int** i = 1; i <= n; ++i) {

**if** (!DFN[i]) { //每一个没访问过的点都应该tarjan一下

tarjan(i, i);

}

}

}

**无向图的双连通分支：**在图G的所有子图G'中，如果G'是双连通的，则称G'为双连通子图。如果一个双连通子图G'它不是任何一个双连通子图的真子集，则G'为极大双连通子图，双连通分支(biconnected component)，或重连通分支，就是图的极大双连通子图。特殊的，点双连通分支又叫做块。**分为点双连通和边双连通。**

**构造双连通图**

一个有桥的连通图，如何把它通过加边变成边双连通图？方法为首先求出所有的桥，然后删除这些桥边，剩下的每个连通块都是一个双连通子图。把每个双连通子图收缩为一个顶点，再把桥边加回来，最后的这个图一定是一棵树，边连通度为1。

统计出树中度为1的节点的个数，即为叶节点的个数，记为leaf。则至少在树上添加(leaf+1)/2条边，就能使树达到边二连通，所以至少添加的边数就是(leaf+1)/2。具体方法为，首先把两个最近公共祖先最远的两个叶节点之间连接一条边，这样可以把这两个点到祖先的路径上所有点收缩到一起，因为一个形成的环一定是双连通的。然后再找两个最近公共祖先最远的两个叶节点，这样一对一对找完，恰好是(leaf+1)/2次，把所有点收缩到了一起。

## 5、二分图匹配

最小顶点覆盖：用最少的点，让每条边都至少和其中一个点关联

最小边覆盖：用最少的边，让每个顶点都至少和其中一条边关联

最大独立集：在图G中选出m个点，使这m个点两两之间没有边的点中，m的最大值。

任意图的话，求上面的解都是NP难问题。

二分图的话，有下面性质：

①、二分图中最小顶点覆盖 = 最大匹配数，

②、二分图中最小边覆盖 = 顶点数 - 最小顶点覆盖（最大匹配）

③、二分图中最大独立集 + 最小顶点覆盖（最大匹配） = 顶点数

Knm代表左边顶点数是n，右边顶点数是m的二部完全图。就是有n \* m条边。

Kn代表n阶完全图，有n \* (n - 1)条边，如果无向就除以2。

二分图最大匹配：**二分图中边集的数目最大的那个匹配**

匈牙利算法，复杂度O(nm)。n是顶点数，m是边数

有一种很特别的图，就做二分图，那什么是二分图呢？就是能分成两组，S, T。其中，S上的点不能相互连通，只能连去T中的点，同理，T中的点不能相互连通，只能连去S中的点。这样，就叫做二分图。但是他们能否相连是有条件的，不是每个S都能连去T的，所以我们一般要用个isok(S,T)，或者用邻接矩阵e[S][T]==1来判断他们能否相连。现在我们要求的是这个图的最大匹配数量。

FZU 2232 炉石传说

给出自己队伍n<=100个人，每个人两个数据，第一个是生命值，第二个是攻击力。敌方也是n个人，也是一样给出。现在要求是否存在这样的一种情况，自己的人去选人打，要求打到的对方必死，但是自己不能死（对方攻击力不能大于我的）。当攻击力>=生命的时候，就能打死。 (选人打，一个只能选一个). 对于每个敌人，都要选一个自己人来打。这里有点小技巧就是，不需要用邻接矩阵来存图了，直接用个函数来判断能否连通就可以了。

**多case记得memset (match)**

#include <cstdio>

#include <cstdlib>

#include <cstring>

**int** n;

**const** **int** maxn = 1e2 + 20;

**struct** data {

**int** live;

**int** att;

} a[maxn], b[maxn];

**bool** book[maxn];

**int** match[maxn];

**int** isok(**int** i, **int** u) {

**if** (a[i].att >= b[u].live && a[i].live > b[u].att) { //这样才能连通

**return** 1;

}

**return** 0;

}

**int** dfs(**int** u) { *//u是敌人*

**for** (**int** i = 1; i <= n; i++) {

**if** (book[i] == 0 && isok(i, u)) { //isok(i,u) 代表那里能连一条边

book[i] = 1; //标记后，下一次的dfs不会访问自己

//为什么会进入dfs?因为match[i]有人了，然后叫那个人去找其他人

**if** (match[i] == 0 || dfs(match[i])) {

match[i] = u; //搭配u。第i个自己人，选了打u这个敌人。

**return** 1;

}

}

}

**return** 0;

}

**int** hungary() { //匈牙利算法，多case要memset match

memset (match, 0, **sizeof**(match)); //多case这个记得memset

**int** ans = 0;

**for** (**int** i = 1; i <= n; ++i) {

memset(book, 0, **sizeof** book);

**if** (dfs(i)) ans++;

}

**return** ans;//看看最大能匹配多少个，n个自己，n个敌人。返回(n+n)/2就证明够打了

}

**void** work() {

scanf ("%d", &n);

**for** (**int** i = 1; i <= n; i++)

scanf ("%d%d", &a[i].live, &a[i].att);

**for** (**int** i = 1; i <= n; i++)

scanf ("%d%d", &b[i].live, &b[i].att);

**if** (hungary() == n) //匹配数目刚好是n，每个人都匹配了

printf ("Yes**\n**");

**else** printf ("No**\n**");

**return** ;

}

**int** main() {

**int** t;

scanf("%d", &t);

**while** (t--) work ();

**return** 0;

}

二分图最佳匹配：KM算法。带权图的最大匹配。得到最大权值

给定一个n\*n(n<=16)矩阵，e[i][j]代表驾驶员i和导航员j的默契值，要求输出最大默契值

如果不是完美匹配的话，就是两边人的个数不一样，就会TLE。所以我们增加一些点，使得它成为完美匹配，这些增加的点的权值应该为0，表示他们对答案是没有贡献的。就是相当于没匹配了，因为本来就会有一些人是不能匹配的。

★、图中原本不连通的点，要用0来表示，不能用inf来表示，理由也是一样的。

★、如果想输出最小搭配，则大于号那些对应改变，inf也改成-inf即可

例题：玲珑杯ACM 1047 Best couple

**int** match[maxn];//match[col] = row

**int** vx[maxn], vy[maxn];

**int** fx[maxn], fy[maxn];

**int** n, m;

**int** dfs (**int** u) {

vx[u] = 1;

**int** i;

**for** (i = 1; i <= m; i++) { //筛选n个 导航员 col的值

**if** (vy[i] == 0 && fx[u] + fy[i] == e[u][i]) {

vy[i] = 1;

**if** (match[i] == 0 || dfs(match[i])) {

match[i] = u; // match[col]=row;

**return** 1;//搭配成功

}

}

}

**return** 0;//我找不到啊，后面，就会执行km

}

**void** do\_km() { //

**int** i, j;

**int** d = inf; //**改成-inf**

**for** (i = 1; i <= n; i++) { //遍历每一个驾驶员 row的值

**if** (vx[i] == 1) {

**for** (j = 1; j <= m; j++) { //对他进行遍历导航员 col的值

**if** (!vy[j]) {

**if** (d > (fx[i] + fy[j] - e[i][j])) { //**改成小于号**

d = fx[i] + fy[j] - e[i][j];

}

}

}

}

}

**for** (i = 1; i <= n; i++) {

**if** (vx[i] == 1) {

fx[i] -= d;

vx[i] = 0; //请0

}

**if** (vy[i] == 1) { //

fy[i] += d;

vy[i] = 0; //情0

}

}

**return** ;

}

**int** anskm() {

memset(vx, 0, **sizeof**(vx));

memset(vy, 0, **sizeof**(vy));

memset(fx, 0, **sizeof**(fx));

memset(fy, 0, **sizeof**(fy));

memset(match, 0, **sizeof**(match));

//km算法的一部分，先初始化fx，fy

**for** (**int** i = 1; i <= n; i++) { //遍历每一个驾驶员 row的值

fy[i] = 0;

fx[i] = -inf; //无穷小，**改成inf**

**for** (**int** j = 1; j <= m; j++) { //遍历每一个导航员 col的值

**if** (fx[i] < e[i][j]) { //默契值，**改成大于**

fx[i] = e[i][j];

}

}

}

**for** (**int** i = 1; i <= n; i++) { //遍历每一个驾驶员 row的值

memset(vx, 0, **sizeof**(vx));

memset(vy, 0, **sizeof**(vy));

**while** (!dfs(i)) {//如果他找不到搭配，就实现km算法

do\_km();//km完后，还是会对这个想插入的节点进行dfs的,因为他还没搭配嘛

}

}

**int** ans = 0;

**for** (**int** i = 1; i <= m; i++) //遍历导航员，col的值

ans += e[match[i]][i];//输入的row是驾驶员，col是导航员

//match[i]:导航员i和驾驶员match[i]搭配了 match[col]=row;

**return** ans;

}

总结：上面两个算法，如果你枚举敌人，得到的match[i]=u就是自己人i去打u这个敌人。如果你枚举驾驶员row，得到的就是导航员col去搭配驾驶员row。因为dfs谁，就是为谁找搭配。而这个搭配，用match[i]表示的话。i是它对面的图。没枚举的图。**match[x]=枚举值**

## 6、欧拉回路 && 哈密顿回路

**欧拉图：一定要访问这个图的每条边，而且每条边只能访问一次，能回到起点的图。**

**判断的时候需要先用并查集来判断图是否联通**。也可以用Degree[i] = 0来判断不联通

无向图：

欧拉回路：所有顶点的度数应该都是偶数。（必须是一进一出，所以必定是偶数）

欧拉通路：有且仅有两个顶点的度数是奇数，其他的都是偶数。

有向图：

欧拉回路：每个顶点的入度等于出度。

欧拉通路：起点的入度比出度少一，终点的出度比入度少一。其他点的入度和出度相同。

**哈密顿图：**要求的是经过所有顶点且只能经过一次，能回到起点的图。

求解哈密顿**通路**，需要用上拓扑排序。（用在**有向**、**无环**图中，也就是DAG）

拓扑排序其实就是选课安排的排序，要修C这门课，要求先修A和B这两门课，那么把整个图线性化后（也就是拓扑排序后），先修的课程需要出现在后修的课程的前面。可知A和B没有先修课程，所以这时候拓扑排序的结果不唯一。如果这个图有环，就不存在解。

**bool** DAG\_sort() { //in[u]表示点u的**入度**

**for** (**int** i = 1; i <= n; ++i) { //节点号小的在前

**if** (in[i] == 0) que.push(DAG(i)); //优先队列维护即可

}

**while** (!que.empty()) {

**int** cur = que.top().cur; //顶点参数

que.pop();

ans.push\_back(cur);

**for** (**int** i = first[cur]; i; i = e[i].tonext) {

**int** v = e[i].v;

in[v]--;

**if** (in[v] == 0) que.push(DAG(v));

}

}

**if** (ans.size() < n) **return** **false**; //有环

**return** **true**;

}

那么如果这个DAG上的任意两个顶点都是全序关系，也就是任意两个顶点都能确定一个关系，也就是单向连通，也就是事件发生的先后关系。那么拓扑排序后的结果是唯一的。比如上面的，A和B是不能确定关系的，也称偏序关系。如果是全序关系，那么他的拓扑排序结果是唯一的。也是对应的哈密顿路径。（注意非DAG图也有哈密顿路径，这里只讨论DAG图的）。

方法就是，先拓扑排序后，然后对于这个序列，任意两个相邻的点都应该存在边，否则就不是哈密顿通路。

## 杂项

1、图的邻接表去重

ACdream 1236

给定一个可能有重边的无向图，要求找出所有割边，注意重复的边不能算割边。

看看时候重复的时候，可以直接在插入的时候，再遍历所有first[u]。有重复的话把id去掉

或者先建完图，O(m)去重，用个used[v] = u标记顶点v有顶点u去过，不用清空，因为u一定是不同的，删除全部边的话，用个pre[v] = j表示上一条边是谁就行了。44ms

**bool** isok (**int** u,**int** v) { //可以在add边的时候询问一下是否重复，重复就不加上去了

**for** (**int** i=first[u]; i; i=e[i].next) { //问一下u顶点所有边能不能去这个点

**if** (e[i].v==v) {

e[i].id=inf;

**return** **false**;

}

}

**return** **true**;

}

或者O（m）去重

**for** (**int** i = 1; i <= n; ++i) { //枚举每一个顶点

**for** (**int** j = first[i]; j; j = e[j].next) {

**if** (book[e[j].v] == i) { //int book[]，被当前号顶点访问过

e[j].id = inf;

e[pre[e[j].v]].id = inf;

}

pre[e[j].v] = j; //这个顶点的上一条边是j这条边。

book[e[j].v] = i; //这个顶点被i号顶点访问过

}

}

这里的pre[]和book[]都要memset，因为多case可能有相同的边。

如果要保留最短的边，只需要比较当前这条和pre[]那条的大小，然后更新pre[]要注意。

# 计算几何

①、给定n条边长，问能否构成n变形。类比三角形的思路，任意n-1边之和大于第n边，这个能在O(n)时间内算出来，预处理所有的和sum，枚举删除的边a[i]即可。

②、**const double PI = acos(-1.0); 定义PI要用这个**

③、对于坐标的hash，（x, y），可以变成x \* max(n, m) + y。大小只有n \* m + y这个级别。

## 1、基本公式

二维坐标的定义

**struct** coor {

**double** x, y;

coor() {}

coor(**double** xx, **double** yy): x(xx), y(yy) {}

**double** **operator** ^ (coor rhs) **const** { //计算叉积（向量积），返回数值即可

**return** x \* rhs.y - y \* rhs.x;

}

coor **operator** - (coor rhs) **const** { //坐标相减，a-b得到向量ba，

//返回一个向量（坐标形式）

**return** coor(x - rhs.x, y - rhs.y);

}

**double** **operator** \* (coor rhs) **const** { //数量积，返回数值即可

**return** x \* rhs.x + y \* rhs.y;

}

**bool** **operator** == (coor rhs) **const** {

**return** same(x, rhs.x) && same(y, rhs.y); //same的定义其实就是和eps比较

}

}; //记得这里有个分号

二维直线的定义

**struct** Line {

coor point1, point2;

Line() {}

Line(coor xx, coor yy) : point1(xx), point2(yy) {}

**bool** **operator** & (Line rhs) **const** { //判断直线和rhs线段是否相交

//自己表示一条直线，然而rhs表示的是线段

//判断rhs线段上两个端点是否在this直线的同一侧即可，用一侧，就不相交

coor ff1 = point2 - point1; //直线的方向向量

**return** ( ((rhs.point1 - point1)^ff1) \* ((rhs.point2 - point1)^ff1) ) <= 0;

//符号不同或者有0，有0代表有点落在直线上，证明相交

}

};

三维坐标的定义

**struct** coor {

**int** x, y, z; //坐标，也可以表示成向量，向量也是一个坐标表示嘛

coor() {}

coor(**int** xx, **int** yy, **int** zz) : x(xx), y(yy), z(zz) {}

**bool** **operator** & (coor a) **const** { //判断两个向量是否共线，共线返回true

//思路：判断叉积，是否各项系数都是0，叉积是0的话，就是共线的了

**return** (y \* a.z - z \* a.y) == 0 && (z \* a.x - x \* a.z) == 0 && (x \* a.y - y \* a.x) == 0;

}

coor **operator** ^ (coor a) **const** {

//得到两个向量的叉积（就是向量积），返回的是一个向量

//如果是二维的话，就是只有y\*a.z - z\*a.y，其他的没有的。

**return** coor(y \* a.z - z \* a.y, z \* a.x - x \* a.z, x \* a.y - y \* a.x);

}

coor **operator** - (coor a) **const** { //如果是c-d的话，得到向量dc，

**return** coor(x - a.x, y - a.y, z - a.z);

}

**int** **operator** \* (coor a) **const** { //得到两个向量的 数量积，返回整数即可

**return** x \* a.x + y \* a.y + z \* a.z;

}

};

1.1、判断线段是否相交，判断点是否在线段上

**bool** OnSegment(coor a, coor b, coor cmp) { //判断点cmp是否在线段ab上

**double** min\_x = min(a.x, b.x), min\_y = min(a.y, b.y);

**double** max\_x = max(a.x, b.x), max\_y = max(a.y, b.y);

**if** (cmp.x >= min\_x && cmp.x <= max\_x && cmp.y >= min\_y && cmp.y <= max\_y)

**return** **true**;

**else** **return** **false**;

}

**bool** SegmentIntersect(coor a, coor b, coor c, coor d) {

**double** d1 = (b - a) ^ (d - a); //direction(a,b,d);以a为起点，计算ab和ab的叉积

**double** d2 = (b - a) ^ (c - a);

**double** d3 = (d - c) ^ (a - c);

**double** d4 = (d - c) ^ (b - c);

**if** (d1 \* d2 < 0 && d3 \* d4 < 0) **return** **true**;

**else** **if** (same(d1, 0) && OnSegment(a, b, d)) **return** **true**; //如果端点在线段上不算相交的

**else** **if** (same(d2, 0) && OnSegment(a, b, c)) **return** **true**; //就是要严格相交的话，就把这四

**else** **if** (same(d3, 0) && OnSegment(c, d, a)) **return** **true**; //行去掉

**else** **if** (same(d4, 0) && OnSegment(c, d, b)) **return** **true**;

**else** **return** **false**;

}

1.2判断直线是否相交、平行、求交点

**struct** data LineIntersect(Line L1, Line L2) { //判断这两条直线是否平行、重合、相交

//随便开个结构体保存就行，double x,y; int flag;flag表明是否平行或重合

**struct** data ans;

ans.flag = 0;//0表示相交

ans.x = L1.point1.x;

ans.y = L1.point1.y;

**if** (((L1.point2 - L1.point1) ^ (L2.point2 - L2.point1)) == 0) { //这样就起码平行

ans.flag = 1; // 1表示平行吧

//然后在直线1找一点连去直线2，如果还是0，说明重合

**if** (((L2.point2 - L1.point1) ^ (L2.point2 - L2.point1)) == 0)

ans.flag = 2; //2表示重合了

**return** ans;

}

**double** t = ((L1.point1 - L2.point1) ^ (L2.point1 - L2.point2)) /

((L1.point1 - L1.point2) ^ (L2.point1 - L2.point2)) ;

ans.x += (L1.point2.x - L1.point1.x) \* t;

ans.y += (L1.point2.y - L1.point1.y) \* t;

**return** ans;

}

1.3 判断能否构成三角形 只需要枚举任意两边相减<第三边即可

**bool** check (**int** a, **int** b, **int** c) {

**if** (abs(a - b) >= c) **return** **false**;

**if** (abs(a - c) >= b) **return** **false**;

**if** (abs(b - c) >= a) **return** **false**;

**return** **true**;

}

1.4 坐标绕坐标旋转角θ后的值，可以配合矩阵快速幂

任意点(x,y)，绕一个坐标点(rx0,ry0)逆时针旋转a角度后的新的坐标设为(x0, y0)，有公式：

x0 = (x - rx0) \* cos(a) - (y - ry0) \* sin(a) + rx0;

y0 = (x - rx0) \* sin(a) + (y - ry0) \* cos(a) + ry0;

1.5 判断点是否在任意多变形上。（顶点必须按顺序输入，顺时针，逆时针等）

思路：求解y=cmp.y与多边形一侧有多少个交点，奇数就在里面，偶数就在外面，**cmp在边上是不行的**。需要增加判断点是否在边上的特判。2代表在边上，1代表在里面，0代表外

**int** PointInPolygon (coor p[], **int** n, coor cmp) {

**int** cnt = 0; //记录单侧有多少个交点，这里的p[]，必须有顺序

**for** (**int** i = 1; i <= n; ++i) {

**int** t = (i + 1) > n ? 1 : (i + 1); //下标为1要这样MOD

coor p1 = p[i], p2 = p[t];

**if** (OnSegment(p1, p2, cmp)) {

coor t1 = p1 - cmp, t2 = p2 - cmp; //同时要叉积等于0，这是在线段上的前提

**if** ((t1 ^ t2) == 0) **return** 2; // 2表明在多边形上，可以适当省略

}

**if** (cmp.y >= max(p1.y, p2.y)) **continue**; //交点在延长线上和在凸顶点上的都不要

**if** (cmp.y < min(p1.y, p2.y)) **continue**; //交点在凹顶点上就要，这里没取等

**if** (same(p1.y, p2.y)) **continue**; //与cmp.y是平行的

**double** x = (cmp.y - p1.y) \* (p1.x - p2.x) / (p1.y - p2.y) + p1.x;

//求交点 p1.y != p2.y不会除0

**if** (x > cmp.x) cnt++; //只统计一侧的交点

}

**return** cnt & 1; //0表明点在多边形外，1表明点在多边形内

}

一些题目：

**POJ 2318 TOYS 利用叉积判断点在线段的那一侧**

题意：给定n(<=5000)条线段，把一个矩阵分成了n+1分了，有m个玩具，放在为位置是(x,y)。现在要问第几个位置上有多少个玩具。

思路：叉积，线段p1p2，记玩具为p0，那么如果(p1p2 ^ p1p0) (**记得不能搞反顺序，不同的**)，如果他们的叉积是小于0，就是在线段的左边，(**注意这里的p1一定是上端点)**。所以，可以用二分找，如果在mid的左边，end=mid-1 否则begin=mid+1。结束的begin，就是第一条在点右边的线段

**POJ 3304 Segments**

题意：给定n（n<=100）条线段，问你是否存在这样的一条直线，使得所有线段投影下去后，至少都有一个交点。

思路：对于投影在所求直线上面的相交阴影，我们可以在那里作一条线，那么这条线就和所有线段都至少有一个交点，所以如果有一条直线和所有线段都有交点的话，那么就一定有解。

怎么确定有没直线和所有线段都相交？怎么枚举这样的直线？思路就是固定两个点，这两个点在所有线段上任意取就可以，然后以这两个点作为直线，去判断其他线段即可。为什么呢？因为如果有直线和所有线段都相交，那么我绝对可以平移到某个极限的端点位置，再旋转到某个极限的端点位置，也不会失去正解。**Bug点就是枚举的两个点是重点的话，这个直线的方向向量是0向量，这样会判断到与所有线段都相交。~~**

**POJ 1556 The Doors**

题意：给定n堵墙在一个矩形里，现在要你从(0,5)走去(10,5)的最短距离

思路：刚开始还想模拟，就是从(0,5)走，每次x向右一格，然后判断有没和线段相交就可以。但是它的们有可能是小数形式给出的，这样就GG了(x--x+1中可能存在很多门)。正确的方法应该是建图，对于所有门，他们都有端点的，先把他们加入到图中，包括起点的话，一共有num个点吧。然后暴力判断e[i][j]是否能到达就可以，这里用线段相交就可以判断。然后floyd一下就好。bug点：门的端点不应该加进来，就是(x,0)、(x,10)这样的点不应该加入图中，因为那个是死角，不能出去了。

## 2、正N边形公式

①、在正多边形中，只有三种能用来铺满一个平面而中间没有空隙，这就是正三角形、正方形、正六边形。
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∠AOP，是中心角，值为ao=2\*PI/n (360/n/360\*2\*PI)

AO是外接圆的半径，也称为正N边形的半径

面积公式：

把正N边形分成N个小三角形，计算出对应的高即可

**double** acreage(**int** n, **double** len) { *//顶点数是n，每条边长是len*

//n>=3

**double** ao = PI / n; //中心角的一半(中心角是PI/n,弧度制)

**double** h = len / 2 / tan(ao);

**return** 1.0 / 2 \* len \* h \* n;

}

内角：

正n边形的内角和度数为：(n-2)×180°;

正n边形的一个内角是(n-2)×180°÷ n.

外角：

正n边形外角和等于n\*180° － (n-2)\*180°=360°

所以正n边形的一个外角为：360°÷ n。

所以正n边形的一个内角也可以用这个公式：180°-360°÷ n.。

中心角：

外接圆，每条边所对的圆周角，360/n。这个角和内角是互补的

对角线：

对角线数目：**n\*(n-3)/2;**

最长对角线长度

**double** diagonal(**int** n, **double** len) {

//求出正N边形的最长对角线长度，每条边长度是len

//目标：求出正N边形外接圆直径，\*\*所有正N边形都有外接圆\*\*

//中心角:360/n..就是每条边对应的圆心角是相等的，有n条边平分

//360/n 转化成弧度制再取一半，ao=PI/n; ans=len/2/sin(ao)\*2

**return** len / sin(PI / n);

}

## 3、平面最近对

分治算法，分开两部分，算出DL表示左边的最近点对，DR是右边，但是可能是从左边选一个点，右边选一个点会更小，这个时候可以暴力。记d=min(DL,DR)。在[L,R]中选出离中间那个分割点a[mid]的x距离小于d的先，大于d的明显不是最优。假设有k个，然后暴力n²枚举每个k，看看能不能更新答案，这个时候明显也是两个点的y距离小于d才能更新，这样一来，每个k，最多不会超过6个点去匹配。

这里两个正方形，边长为d的，不会存在那个点Q，**因为破坏了最短距离**

Q

**是d这样的前提。**那么枚举k的话，只会枚举与他y距离<d的。就是那

K 正方形的6个顶点了。

**struct** coor {

**double** x, y; //这里可以加上一个int id;表明是第几个，防止排序后乱，这样找最近点对

} a[maxn], t[maxn], mi\_a, mi\_b; //t是用来修改的临时的。

**double** mi;//这个用来记录最小值，更新后，每个case需要重新变为inf。不然wa

**void** update(**double** now, **struct** coor a, **struct** coor b) {

**if** (mi > now) {

mi = now;

mi\_a = a;

mi\_b = b;

}

**return** ;

}

**bool** cmpxy(**struct** coor a, **struct** coor b) {

**if** (a.x != b.x) **return** a.x < b.x; //先排好序，不影响位置的，

**else** **return** a.y < b.y; //只会改变它是第几号点

}

**bool** cmpy(**struct** coor a, **struct** coor b) {

**return** a.y < b.y;

}

**double** dis(**struct** coor a, **struct** coor b) { //根据什么规则来选取，可以变换

**return** ((a.x - b.x) \* (a.x - b.x) + (a.y - b.y) \* (a.y - b.y));

}

**double** closepoint(**int** begin, **int** end, **bool** flag) {

**double** d = inf; //选出最小值的

**if** (begin == end) **return** inf; //只有一个点的话，不行

**if** (begin + 1 == end) {

**double** ff = dis(a[begin], a[end]);

**if** (flag) update(ff, a[begin], a[end]); //更新最近对

**return** dis(a[begin], a[end]); //两个点直接算

}

**int** mid = (begin + end) / 2;

**double** DL = closepoint(begin, mid, flag); //选出左右最小p1,p2

**double** DR = closepoint(mid + 1, end, flag); //后面回溯算中间

d = min(DL, DR);

**int** k = 0;

**for** (**int** i = begin; i <= end; i++) { //虽然扫描整个区间，但只有左右些小才有戏

**if** (fabs(a[mid].x - a[i].x) < d) { //选出离中线小于d的。才有戏

t[++k] = a[i];

}

}

sort(t + 1, t + 1 + k, cmpy); //根据y排序下，刚才那个是优先排x的

**for** (**int** i = 1; i <= k - 1; ++i) { //现在暴力枚举这些点的距离

**int** f = 0;

**for** (**int** j = i + 1; j <= k && (t[j].y - t[i].y < d); ++j) { //y相差大于d也没戏

//对于每一个k，满足的点最多也只是6个。上下两个d的正方形，6个点

**if** (d > dis(t[i], t[j])) {

d = dis(t[i], t[j]);

**if** (flag) update(d, t[i], t[j]); //更新最近点对

}

}

}

**return** d;

}

sort(a + 1, a + 1 + n, cmpxy); //先保证按x排好序，不行再按y排序

closepoint(1, n, 0); //0代表不需要找到那两个点

上面那个dis是可以变换的，有一道题目就是平面上有n个点，以每个点为中心作一个正方形，设边长为k，任意两个正方形不得重叠。要你求出最短的k。

注意到任意两个点(x1,y1)、(x2,y2)。他们能作的正方形边长最大是max(abs(x1-x2),abs(y1-y2));

因为可以以最长距离各分一半边长过去即可。现在就是要使得这个值满足所有条件。（要使这个值最大，在上面已经max过了。）直接修改dis函数即可。按照这个规则来找。

**double** dis (**struct** coor a, **struct** coor b) { //根据什么来选取，可以变换

**return** (max(fabs(a.x - b.x), fabs(a.y - b.y)));

//return sqrt((a.x - b.x) \* (a.x - b.x) + (a.y - b.y) \* (a.y - b.y));

}

## 4、欧拉公式，分割平面

V：顶点数 E：边数 F：面的数目

在二维的**平面图**中（不能有相交的边），有………………… V – E + F = 2
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在三维非闭合空间里，有………………… V – E + F – T = 1 其中T代表三维空间里体的个数

![F:\QQ\814865841\Image\Group\Image1\VH51~`2PORCO15JY)Y)DC9J.png](data:image/png;base64,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) 这里的话，就是 12 – 20 + 11 – 2 = 1 ，T=2，两个正方体

# 数学

## 1、组合数Cnm 防溢出公式

1、如果，(n&m)==m 那么C(n,m)为奇数，否则为偶数

2、求解C(n,0)、C(n,1)……C(n,n)有多少个奇数：ans=1<<(n二进制中1的个数)

3、Cn­­­­­­­­­­­­ – 1m - 1 + Cn – 1m = Cnm

4、求组合数的时候可能会溢出，这个时候我们可以边乘边除，来防止溢出。

因为**Cnm = ![](data:image/x-wmf;base64,183GmgAAAAAAAIAIIAQBCQAAAACwUgEACQAAAzwBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIASACBIAAAAmBg8AGgD/////AAAQAAAAwP///7n///9ACAAA2QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA0AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAkAABQAAABMCIAI1CBwAAAD7AoD+AAAAAAAAkAEAAACGBAIAAMvOzOUA+RgAUJgVd4wypTb+////RxcKBAAACgAAAAAABAAAAC0BAQAIAAAAMgqpA6MHAQAAACEACQAAADIKqQOjBAMAAAApISqICAAAADIKqQMNAAEAAAAoAAgAAAAyCpEBTAQBAAAAITMcAAAA+wKA/gAAAAAAAJABAQAAhgQCAADLzszlAPkYAFCYFXeMMqU2/v///54WChEAAAoAAAAAAAQAAAAtAQIABAAAAPABAQAIAAAAMgqpA+kGAQAAAG0hCAAAADIKqQOzAwEAAABtIQgAAAAyCqkDzQABAAAAbgAIAAAAMgqRAasDAQAAAG4AHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABQmBV3jDKlNv7///9HFwoFAAAKAAAAAAAEAAAALQEBAAQAAADwAQIACAAAADIKqQNGAgEAAAAtAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAHUuAIoBAAAKAAYAAAAuAIoBAgAAAHzvGAAEAAAALQECAAQAAADwAQEAAwAAAAAA) = ![](data:image/x-wmf;base64,183GmgAAAAAAAEAVIAQACQAAAABxTwEACQAAA84BAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIARAFRIAAAAmBg8AGgD/////AAAQAAAAwP///7n///8AFQAA2QMAAAsAAAAmBg8ADABNYXRoVHlwZQAA0AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIgAkAABQAAABMCIALkFBwAAAD7AoD+AAAAAAAAkAEAAACGBAIAAMvOzOUA+RgAUJgVd4wypTb+////LxoKWQAACgAAAAAABAAAAC0BAQAIAAAAMgqpA9EQAQAAADF5CQAAADIKqQPRDQQAAAApLi4uCAAAADIKqQMeDQEAAAAyAAgAAAAyCqkDpQgCAAAAKSgIAAAAMgqpAwMIAQAAADEuCAAAADIKqQNhBAEAAAAoAAgAAAAyCpEBWBQBAAAAKQAIAAAAMgqRAbYTAQAAADEoCgAAADIKkQEoCgUAAAApLi4uKAAIAAAAMgqRAXUJAQAAADIuCAAAADIKkQEVBQIAAAApKAgAAAAyCpEBcwQBAAAAMSgIAAAAMgqRAeoAAQAAACguHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAABQmBV3jDKlNv7///+cGAodAAAKAAAAAAAEAAAALQECAAQAAADwAQEACAAAADIKqQO3CwEAAAAtLggAAAAyCqkDswYBAAAALQAIAAAAMgqRAWASAQAAACsACAAAADIKkQFhDwEAAAAtLggAAAAyCpEBDggBAAAALQAIAAAAMgqRASMDAQAAAC0AHAAAAPsCgP4AAAAAAACQAQEAAIYEAgAAy87M5QD5GABQmBV3jDKlNv7///8vGgpaAAAKAAAAAAAEAAAALQEBAAQAAADwAQIACAAAADIKqQMlCgEAAABtAAgAAAAyCqkDIQUBAAAAbQAIAAAAMgqpA7IDAQAAAG0uCAAAADIKkQHOEAEAAABtLggAAAAyCpEB6A0BAAAAbi4IAAAAMgqRAZUGAQAAAG4ACAAAADIKkQGqAQEAAABuAAgAAAAyCpEBVAABAAAAbi4KAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQB1LgCKAQAACgAGAAAALgCKAQIAAADU7xgABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==)**

那么把上面的1用i来循环，从右到左计算即可

组合数是很大的，C(100,50)也会爆ULL，这个只能求些小的数，例如C(1e8,4)也不会爆。

LL C(LL n, LL m) {

**if** (n < m) **return** 0; *//防止sb地在循环*

**if** (n == m) **return** 1; *//C(0,0)也是1的*

LL ans = 1;

LL mx = max(n - m, m); *//这个也是必要的。能约就约最大*

LL mi = n - mx;

**for** (**int** i = 1; i <= mi; ++i) {

ans = ans \* (mx + i) / i;

}

**return** ans;

}

**Lucas 定理** 解决很大的组合数问题 时间O（logp（n）\*p）**用在%很小的数比较有用**。

求解C(n,m)%p 其中：n, m, p (1 <= m <= n <= 10^9, **p是质数且p <= 1e5**)

当MOD的数真的很小，MOD = 110119的话，可以预处理阶乘，**这样快很多。**

LL C(LL n, LL m, LL MOD) {

**if** (n < m) **return** 0; //防止sb地在循环，在lucas的时候

**if** (n == m) **return** 1 % MOD;

LL ans1 = 1;

LL ans2 = 1;

LL mx = max(n - m, m); //这个也是必要的。能约就约最大的那个

LL mi = n - mx;

**for** (**int** i = 1; i <= mi; ++i) {

ans1 = ans1 \* (mx + i) %MOD;

ans2 = ans2 \* i % MOD;

}

**return** (ans1 \* quick\_pow(ans2, MOD - 2, MOD) % MOD); //这里放到最后进行,不然会很慢

}

LL Lucas(LL n, LL m, LL MOD) {

LL ans = 1;

**while** (n && m && ans) {

ans = ans \* C(n % MOD, m % MOD, MOD) % MOD;

n /= MOD;

m /= MOD;

}

**return** ans;

}

NEFU 628

求解：C(n,m)%p的值。n, m and p (1 <= n, m, p <= 10^5)。 ★**并且p有可能是合数**

思路：设X = C(n, m) % p，那么X肯定可以分解成p1a \* p2b …. \* pzz这样的东西，那么把最后每个质因子剩下的个数算出来，进行快速幂对p取模即可。这里只进行了乘法，无须判断是否有逆元。 快速幂那里没有进行求逆元操作。

LL calc(LL n, **int** p) {

LL ans = 0;

**while** (n) {

ans += n / p; // 2的倍数贡献一个2，然后4的倍数继续贡献一个。

n /= p;

}

**return** ans;

}

LL solve(LL n, LL m, LL p) {

LL ans = 1;

**for** (**int** i = 1; i <= total && prime[i] <= n ; i++) {

LL t = calc(n, prime[i]); //calc是算出n!中有多少个prime[i]这个因子。

t -= calc(n - m, prime[i]);

t -= calc(m, prime[i]); // t最小也是0

**if** (t) { // 就是当t不是0的时候

ans \*= quick\_pow(prime[i], t, p);

ans %= p;

}

}

**return** ans;

}

有时候，对于p很少的情况p<=1e4，然后我们数据大T<=10000，这样，我们可以预处理出fac[i][j]表示 (j的阶乘)%prime[i]的值。inv[i][j]表示 (j!)关于prime[i]的逆元。然后O(1)处理。注意的是这个公式的话，fac[1][2]以及后面那些fac[1][3]…..都是0的，因为很简单，你如果阶乘中有数字>=prime[i]，那么%prime[i]后结果都是0。但是这样的后果就是C(6,2)%2等于0了。所以这里的组合数要用Lucas辅助来求得。(只能用Lucas，Lucas能避免这个情况)

int fac[maxn][maxn]; // fac[i][j]表示(j!)%prime[i]的值 j<prime[i],如果j==prime[i]，后面的都是0

int inv[maxn][maxn]; // inv[i][j]表示 (j!)对prime[i]求逆元

**void** init() {

**for** (**int** i = 1; i <= total; i++) {

fac[i][0] = 1;

inv[i][0] = 1; // (0!)=1

**for** (**int** j = 1; j < prime[i]; j++) { //等于prime[i]的话，%后是0了，没用

fac[i][j] = (j \* fac[i][j - 1]) % prime[i];

inv[i][j] = quick\_pow(fac[i][j], prime[i] - 2, prime[i]);

}

}

**return** ;

}

**int** C(**int** n, **int** m, **int** MOD) {

**if** (m > n) **return** 0;

**if** (m == n) **return** 1;

**int** pos = book[MOD]; //book[prime[i]]=i;表明这个素数下标是几多

**return** (fac[pos][n] \* (inv[pos][n - m] \* inv[pos][m] % MOD)) % MOD;

}

这里想得到C(6, 2)%2的话。要调用Lucas(6, 2, 2);

求解C(n, m) % p，其中n, m <= 1e18 && p <= 1e6并且p可能是合数。

扩展Lucas定理 + 中国剩余定理合并。

要求解C(n, m) % p，可以把p拆分成p1a \* p2b ….\* pkz这样的形式，然后分别求解C(n, m) % pix后，得到了模数是pix，余数是C(n, m) % pix的同余方程组。由于每个pix是互质的，所以用CRT求得的最小的整数解就是答案。

比如：C(10, 3) % 14。C(10, 3) = 120, 14有两个质因数2和7，120 % 2 = 0, 120 % 7 = 1,这样用(2, 0)和(7, 1)找到最小的正整数8即是答案，即C(10, 3) % 14 = 8。

但是如果pix中的x >= 2，那模数也不是质数，怎么办？但是这个模数却是质数的x次方，是有方法解的。回顾组合数的阶乘公式，如果能算出某个数n! % pix的值，那么用求逆元的方法就可以求得整个C(n, m) % p的值。**注意这里不是直接求n! % pix的值，是会把pi因子提取出来另外计算，从而使得必定存在逆元。因为必定互质。**

过程是这样的：假设是求19! % 32，虽然这里答案是0，但是实际会把因子3都跳过不算

等价于（1 \* 2 \* 3 \* 4 \* 5 \* 6 \* 7 \* 8 \* 9 \* 10 \* 11 \* 12 \* 13 \* 14 \* 15 \* 16 \* 17 \* 18 \* 19）% 32

等价于（1 \* 2 \* 4 \* 5 \* 7 \* 8 \* 10 \* 11 \* 13 \* 14 \* 16 \* 17 \* 19）\* 36 \* (1 \* 2 \* 3 \* 4 \* 5 \* 6) % 32

然后注意到后面的，是n / pi的阶乘，所以这里可以递归求解。前面的，是有循环节的。每pix为一段，一个循环。比如1 \* 2 \* 4 \* 5 \* 7 \* 8是一个循环，10 \* 11 \* 13 \* 14 \* 16 \* 17也是一个循环。注意到，它们% pix的值是相等的。所以这里也可以快速算出。那么可能最后面不够pix个，剩下的就暴力可以了，复杂度不大。不会超过pix个。最后，就是36怎么解决的问题，也是问题的关键。如果不断递归求解下去，那么最终会是38。做法是把n!中的pi因子全部提取出来另外算，这样也使得n! % pix后，和pix是互质的，逆元存在。最后用CRT合并一下，到此问题完美解决。注意中间过程爆LL，要及时取模。

LL factorialMod(LL n, LL pi, LL cnt) { //求解n! % pi^cnt

**if** (!n) **return** 1;

LL piPow = quick\_pow(pi, cnt, 7e18), temp = 1;

LL y = n / piPow; //分成y段，不要写在上面，piPow变量还没定义出来。

**for** (LL i = 1; i <= piPow; ++i) { //每piPow为一段，然后每段都同余piPow

**if** (i % pi == 0) **continue**; //pi的倍数早已算出

temp = temp \* i % piPow;

}

//1 \* 2 \* 4 \* 5 \* 7 \* 8和10 \* 11 \* 13 \* 14 \* 16 \* 17模9的结果是一样的

LL ans = quick\_pow(temp, y, piPow); //分成了y段然后同余piPow

**for** (LL i = y \* piPow + 1; i <= n; ++i) { //剩下的数字要暴力，例如19!

**if** (i % pi == 0) **continue**; //pi的倍数早已算出

ans = ans \* (i % piPow) % piPow; //取模两次，i会爆LL

}

**return** ans \* factorialMod(n / pi, pi, cnt) % piPow; //递归求解

}

LL exLucas(LL n, LL m, LL p) { //扩展lucas定理

**if** (n <= m) **return** 1 % p;

**int** lenMod = 0;

**for** (LL i = 2; i \* i <= p; ++i) {

**if** (p % i == 0) { //i是p的质因子

**int** cnt = 0;

**while** (p % i == 0) {

cnt++;

p /= i;

}

++lenMod;

MOD[lenMod] = quick\_pow(i, cnt, 7e18);

r[lenMod] = calc(n, m, i, cnt);

}

}

**if** (p > 1) {

++lenMod;

MOD[lenMod] = p;

r[lenMod] = calc(n, m, p, 1);

}

**return** CRT(r, MOD, lenMod);

}

## 2、各种素数筛法

①、【**1】**即不是质数，也不是合数

②、1e5内有 9592个质数。1e6 内有 78498个质数。

③、在一个大于1的数a和它的2倍之间（即区间(a, 2a]中）必存在至少一个素数。

1、Eratosthen筛法 (埃垃托斯特尼筛法)

思路，用check[]标记不可能是质数的数，那么质数的N倍绝对不是质数。

**const** **int** maxn=1e6+20;

**bool** prime[maxn];//这个用bool就够了，

**bool** check[maxn];

**void** init\_prime() { //有可能需要book[1] = 1, 1的最大质因数的1

**for** (**int** i = 2; i <= maxn - 20; i++) {

**if** (!check[i]) { //说明i是质数

prime[i] = **true**;

**for** (**int** j = i; j <= maxn - 20; j += i) { //筛掉i的倍数，其实可以从2 \* i开始。

check[j] = **true**; //那么j就没可能是质数了

//book[j] = i; //表示j的最大质因数是i，不断更新。后面的质因数更大

**//用这个的时候，需要把2 \* i变成i，否则book[2]不行。（改成i了）**

}

}

}

}

复杂度 : 大概是O(3\*n) maxn=1e6+20时。 执行次数：2853708

题目：给定n（n<=1e6）个数，要求找出所有数字中质因数最大的那个数（num<=1e6）。

思路：注意到第二层循环，每次都约掉了某些合数 = 质数\*k这样的倍数，那么就说明那个合数是这个质数的倍数啦，质数是不能再拆的了，所以他分解质因数就必定有这个质数因子了，所以用个数组book[i]表示数字i的最大质因数是谁，即可。

2、Euler筛法 （欧拉筛法）

上面的方法中，质数是2的时候，排除了6等数字，然后质数是3的时候，又再次排除了6这个数字，不合理。优化使得每个合数只会被它最小的质因数筛去。但是记录质数的时候只能是prime[1]=2,prime[2]=3 …… prime[total]= 这样记录了。因为后面要用。

**const** **int** maxn = 1e6 + 20;

**int** prime[maxn];//这个记得用int，他保存的是质数，可以不用开maxn那么大

**bool** check[maxn];

**int** total;

**void** initprime() {

**for** (**int** i = 2; i <= maxn - 20; i++) {

**if** (!check[i]) { //是质数了

prime[++total] = i; //只能这样记录，因为后面要用

}

**for** (**int** j = 1; j <= total; j++) { //质数或者合数都进行的

**if** (i \* prime[j] > maxn - 20) **break**;

check[i \* prime[j]] = 1;

**if** (i % prime[j] == 0) **break**;

//关键，使得它只被最小的质数筛去。例如i等于6的时候。

//当时的质数只有2,3,5。6和2结合筛去了12，就break了

//18留下等9的时候，9\*2=18筛去

}

}

**return** ;

}

复杂度： 大概是O(1.7n) maxn=1e6+20时 执行次数: 1669920

质因数分解：

给定一个数，写成唯一分解形式，90=2\*3\*3\*5

短除法：枚举每一个质数i，如果当前的n能整除i，就把i的质数因子统统约去，然后剩下的n也是一个质数，是最大的质因子。

**关于剩下的n为什么是质数**：如果一个数n是合数，那么它必定有一个因子在[1,]中，因为假设n=a\*b，取i=min(a,b); 那么，n>=i\*i，所以必有一个因子i在中，如果没有的话，则说明这个数是质数了。所以下面约剩的数也是一个质数，由于约质数因子的时候是从2、3、5从小到大约，所以剩下的是最大的质数因子。

加速：预处理所有质数，然后试着去约的时候，就不需试4、8、16那些不可能的啦。

**int** max\_prime\_factor(**int** n) {

**for** (**int** i = 1; i <= total; i++) {

**if** (prime[i] > (**int**)sqrt(n)) **break**; //相等还是继续的

**if** (n % prime[i] == 0) {

n /= prime[i];

**while** (n % prime[i] == 0) { //约去所有这些质因子

n /= prime[i];

}

}

}

**return** n; //约剩的就是最大质因子

}

如果相等的不继续，那么49，约不到7，会返回49。

## 3、快速幂、矩阵

求解两个大数相乘，中间结果爆long long的算法，例如a,b<=1e18，求解a\*b%MOD后的值，不要以为相乘没爆unsigned long long 那个范围只有1e19，其实就是10倍long long啦.

这个的速度其实并不快，只是把他拆分相乘，这样就能取模防止溢出了。

LL quick\_mul(LL a, LL b, LL MOD) {

//求解 a\*b%MOD的算法 // 原理：2\*19 = 2\*(1+2+16)

LL base = a % MOD;

b %= MOD; // a\*b%MOD 等价于 (a%MOD \* b%MOD) % MOD;

LL ans = 0; //记住是0 因为中间过程是加

**while** (b) {

**if** (b & 1) {

ans = (ans + base) % MOD;

}

base = (base << 1) % MOD; //notice

b >>= 1 ;

}

**return** ans;

}

例题：HDU 5666

ans = (q - 1) \* (q - 2) / 2 直接上模板即可，注意分开q-1，q-2的奇偶，因为mod后不能再除。

**快速幂取模**

求解a^b%MOD后的值，思路就是把b看成二进制数相加2^19=2^(1+2+16)。为什么这样能达到logn的速度呢？因为如果base=2^4，下一次就直接是2^16次方，跳跃的增幅。

注意和快速乘法取模不同的地方是：

①、快速乘法取模那里的base值，是每次只乘2的，因为2\*19 = 2\*(1+2+16)，此时每次将ans加上base值，我们只需加他的base倍，2\*base倍，16\*base即可。

②、快速幂取模那里的base值，是每次乘以base自己的，因为2^19=2^(1+2+16)，它每次是ans乘base的，要使指数增加，则base=base^k，这样乘的时候才能加上k(例如k=16)。

LL quick\_pow(LL a, LL b, LL MOD) { //求解 a^b%MOD的值

LL base = a % MOD;

LL ans = 1; //相乘，所以这里是1

**while** (b) {

**if** (b & 1) {

ans = (ans \* base) % MOD; //如果这里是很大的数据，就要用quick\_mul

}

base = (base \* base) % MOD; //notice。注意这里,每次的base是自己base倍

b >>= 1;

}

**return** ans;

}

**矩阵快速幂**
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矩阵乘法是满足结合律的，但不满足交换律。就是A\*B\*B\*B 等价于A\*(B)^3。但是，A\*B不等于B\*A；这样可以对B^3进行快速幂取模，从而得到答案。

**struct** Matrix {

LL a[maxn][maxn];

**int** row;

**int** col;

};

//应对稀疏矩阵，更快。

**struct** Matrix matrix\_mul(**struct** Matrix a, **struct** Matrix b, **int** MOD) { //求解矩阵a\*b%MOD

**struct** Matrix c = {0}; //这个要多次用到，栈分配问题，maxn不能开太大，

//LL的时候更加是，空间是maxn\*maxn的，这样时间用得很多，4和5相差300ms

c.row = a.row; //行等于第一个矩阵的行

c.col = b.col; //列等于第二个矩阵的列

**for** (**int** i = 1; i <= a.row; ++i) {

**for** (**int** k = 1; k <= a.col; ++k) {

**if** (a.a[i][k]) { //应付稀疏矩阵，0就不用枚举下面了

**for** (**int** j = 1; j <= b.col; ++j) {

c.a[i][j] += a.a[i][k] \* b.a[k][j];

c.a[i][j] = (c.a[i][j] + MOD) % MOD; //负数取模

}

}

}

}

**return** c;

}

但是这样话，因为枚举变量的先后次序问题，取模次数又多了，被卡了。下面这个不能应对稀疏矩阵的，但是应对**稠密矩阵**，这个取模次数比较小，所以比较快。快420ms

**struct** Matrix matrix\_mul (**struct** Matrix a, **struct** Matrix b, **int** MOD) { //求解矩阵a\*b%MOD

**struct** Matrix c = {0}; //这个要多次用到，栈分配问题，maxn不能开太大，

//LL的时候更加是，空间是maxn\*maxn的，这样时间用得很多，4和5相差300ms

c.row = a.row; //行等于第一个矩阵的行

c.col = b.col; //列等于第二个矩阵的列

**for** (**int** i = 1; i <= a.row; i++) { //枚举第一个矩阵的行

**for** (**int** j = 1; j <= b.col; j++) { //枚举第二个矩阵的列，其实和上面数值一样

**for** (**int** k = 1; k <= b.row; k++) { //b中的一列中，有“行”个元素 notice

c.a[i][j] += a.a[i][k] \* b.a[k][j]; //**这里不及时取模，又有可能错！**HDU 4565

}

c.a[i][j] = (c.a[i][j] + MOD) % MOD; //如果怕出现了负数取模的话。可以这样做

}

}

**return** c;

}

**struct** Matrix quick\_matrix\_pow(**struct** Matrix ans, **struct** Matrix base, **int** n, **int** MOD) {

//求解a\*b^n%MOD

**while** (n) {

**if** (n & 1) {

ans = matrix\_mul(ans, base, MOD);//传数组不能乱传,不满足交换律

}

n >>= 1;

base = matrix\_mul(base, base, MOD);

}

**return** ans;

}

经典题目：中南大学OJ 1752: 童话故事生成器

X**i** = (a \* X**i-1** + b) % c + 1，其中X1(1<=X1<=1000000) , a(1<=a<=1000000) , b(1<=b<=1000000) , c(1<=c<=1000000) , n(2<=n<=1e18);

对于这样的话，我们可以把那个1放进去，变成X**i** = (a \* X**i-1** + b + 1) % c 这样求出递推矩阵，然后再求出结果的时候，判断下，如果结果是0的话，那么明显是没可能的，结果起码>=1的，这个时候，其实就是(c-1)%c+1=c，因为我们+1了，使得变成了c % c=0，所以这个时候应该输出c。然后，其他的，直接输出即可。C % C + 1 = 1 (C + 1) % C = 1。两者是相等的。

## 4、数字特征、约数个数

**数字特征**：

1：如果数a、b都能被c整除，那么它们的和（a+b）或差(a－b)也能被c整除。

2：几个数相乘，如果其中有一个因数能被某一个数整除，那么它们的积也能被这个数整除。

能被2整除的数，个位上的数能被2整除（偶数都能被2整除），那么这个数能被2整除

能被3整除的数，各个数位上的数字和能被3整除，那么这个数能被3整除

能被4整除的数，个位和十位所组成的两位数能被4整除，那么这个数能被4整除

能被5整除的数，个位上为0或5的数都能被5整除，那么这个数能被5整除

能被6整除的数，各数位上的数字和能被3整除的偶数，如果一个数既能被2整除又能被3整除，那么这个数能被6整除

能被7整除的数，若一个整数的个位数字截去，再从余下的数中，减去个位数的2倍，如果差是7的倍数，则原数能被7整除。例如，判断133是否7的倍数的过程如下：13－3×2＝7，所以133是7的倍数；又例如判断6139是否7的倍数的过程如下：613－9×2＝595 ， 59－5×2＝49，所以6139是7的倍数，余类推。

能被8整除的数，一个整数的末3位若能被8整除，则该数一定能被8整除。

能被9整除的数，各个数位上的数字和能被9整除，那么这个数能被9整除

能被10整除的数，如果一个数既能被2整除又能被5整除，那么这个数能被10整除（即个位数为零）

能被11整除的数，奇数位（从左往右数）上的数字和与偶数位上的数字和之差（大数减小数）能被11整除，则该数就能被11整除。 11的倍数检验法也可用上述检查7的「割尾法」处理！过程唯一不同的是：倍数不是2而是1！

能被12整除的数，若一个整数能被3和4整除，则这个数能被12整除

能被13整除的数，若一个整数的个位数字截去，再从余下的数中，加上个位数的4倍，如果差是13的倍数，则原数能被13整除。如果差太大或心算不易看出是否13的倍数，就需要继续上述「截尾、倍大、相加、验差」的过程，直到能清楚判断为止。

能被17整除的数，若一个整数的个位数字截去，再从余下的数中，减去个位数的5倍，如果差是17的倍数，则原数能被17整除。如果差太大或心算不易看出是否17的倍数，就需要继续上述「截尾、倍大、相减、验差」的过程，直到能清楚判断为止。

另一种方法：若一个整数的末三位与3倍的前面的隔出数的差能被17整除，则这个数能被17整除

能被19整除的数，若一个整数的个位数字截去，再从余下的数中，加上个位数的2倍，如果差是19的倍数，则原数能被19整除。如果差太大或心算不易看出是否19的倍数，就需要继续上述「截尾、倍大、相加、验差」的过程，直到能清楚判断为止。

另一种方法：若一个整数的末三位与7倍的前面的隔出数的差能被19整除，则这个数能被19整除

能被23整除的数，若一个整数的末四位与前面5倍的隔出数的差能被23(或29)整除，则这个数能被23整除

能被25整除的数，十位和个位所组成的两位数能被25整除。

能被125整除的数，百位、十位和个位所组成的三位数能被125整除。

相邻的两个数的平方差一定是奇数。X2 – (x - 1)2 = 2 \* x + 1

相隔的两个数的平方差一定是偶数。(x + 1)2 – (x - 1)2 = 4 \* x

可以应用在给定一个直角三角形的一条边，要求确定直角三角形。

**约数个数**：（思考下枚举约数个数的时候，复杂度会是多少）**直接for，continue不是约数的**

[1, 1e5]。 那个数字是：7560 约数个数是：64

[1, 1e6]。 那个数字是：720720 约数个数是：240

[1, 1e9]。 那个数字是：735134400 约数个数是：1344

[1, 1e18]。那个数字是：897612484786617600 约数个数是：103680

**完美数：**

因子数加起来是自己本身的数，例如6 = 1 + 2 + 3。计算完美数的公式：如果2n - 1是一个质数，那么，由公式N(n)=2(n - 1) \* (2n - 1)算出的数一定是一个完美数。目前还没发现奇完美数。这里不需要n是质数的，需要2^n - 1是一个质数。

## 5、扩展欧几里德算法和求逆元

乘法逆元：满足b\*k≡1 (mod MOD)的k值就是b关于MOD的乘法逆元，k的值可能是b^n。

就是如果我们 求得这样的k，那么，在运算(a/b)%MOD的时候（**前提保证a能整除b，不然会截断的话就没意义**），写成(a\*b^(-1)\*1)%MOD,等价于( [a\*b^(-1)%MOD]\*[1%MOD] )%MOD,然后把那个1%MOD，用b\*k%MOD整体带入，就可以约去b。

现在主要的问题就是知道b和MOD，怎么去求解逆元k的问题了。(扩展欧几里德算法)

首先扩展欧几里德主要是用来与求解线性方程相关的问题，所以我们从一个线性方程开始分析。现在假设这个线性方程为a\*x+b\*y=m，如果这个线性方程有解，那么一定有gcd(a,b) | m，即a，b的最大公约数能够整除m(m%gcd(a,b)==0)。证明很简单，由于a%gcd(a,b)==b%gcd(a,b)==0，所以a\*x+b\*y肯定能够整除gcd(a,b)，如果线性方程成立，那么就可以用m代替a\*x+b\*y，从而得到上面的结论，**利用上面的结论就可以用来判断一个线性方程是否有解。任何时候：a\*x+by=gcd(a,b)都是有解的。并且这个算法解出的|x|+|y|是最小的。**那么，如果我们能求得ax+by=1中的(x,y)，所求得的x就是a关于b的逆元，y就是b关于a的逆元，为什么？两边同时%a或者%b试试?

扩展欧几里德算法：

a\*x + b\*y = gcd(a, b) = gcd(b, a % b) = b \* x + (a % b) \* y

那么把后面的拆分开来，a\*x1 + b\*y1 = b \* x2 + (a - [a / b] \* b)y2;

根据同等 ---> x1 = y2; y1 = x2 - [a / b]y2;

注意前提是a,mod互质，mod相当于ax+by=1的b

**int** exgcd(**int** a, **int** mod, **int** &x, **int** &y) {

//求解a关于mod的逆元 ★：当且仅当a和mod互质才有用

**if** (mod == 0) {

x = 1;

y = 0;

**return** a;//保留基本功能，返回最大公约数

}

**int** g = exgcd(mod, a % mod, x, y);

**int** t = x; //这里根据mod==0 return回来后，

x = y; //x,y是最新的值x2,y2,改变一下，这样赋值就是为了x1=y2

y = t - (a / mod) \* y; // y1=x2(变成了t)-[a/mod]y2;

**return** g; //保留基本功能，返回最大公约数

}

**int** get\_inv(**int** a, **int** MOD) { //求逆元。记得要a和MOD互质才有逆元的

**int** x, y; //求a关于MOD的逆元，就是得到的k值是a\*k%MOD==1

**int** GCD = exgcd(a, MOD, x, y);

**if** (GCD == 1) //互质才有逆元可说

**return** (x % MOD + MOD) % MOD; //防止是负数

**else** **return** -1;//不存在

}

求ans1 / ans2 % MOD的解。

这个得到的逆元比较小，不需要用快速幂。所以ans=(ans1\*get\_inv(ans2,MOD)%MOD); 这里得到的get\_inv那个返回值，就是有ans2\*get\_inv%MOD=1的功能。然后整体代入即可。

**费马小定理**，求b%Mod的逆元k还有另外一种方法，即k=b^(Mod-2)%Mod，因为b^(Mod-1)%Mod=1(**这里需要Mod为素数**)。这样的话b\*k%MOD就等于1了。这个在用的时候 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHcAAAA3CAIAAAC5A0KxAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAABPpJREFUeF7tmjt24jAUhsWsBVJwsgJnBSRNqmnpTBma6VKmSwMldGlTpQmsIKyAkyKwF+Y+JFlP5DmHCGeQm0Cs56fr+/+S6R0OB1Gubybw65vbL80jgUI5RxwUyoVyDgI5+iixXCjnIJCjjxLLhXIOAjn6KLFcKOcgkKOPEsuFcg4COfo4VyyvJ73eZJ1jhl3oIz/l/fym1+vdLrsw+1xjaEmZ0ehLRiEGJFz4TRW4me+NoVvV6NZ+/ixe4LR1VeeaYRf6aUMZYA6mYrYDOIfdrBKiGg6EgP++3dP37dvkZozsAN3m9V1jXk8G0+sV1sJb1e+7vhD9h8UD/LmwK015P39ainr10cBhXqPFYTESu8+N2GyHL/r29ZUFcfvF0EcLo4ELY9zifHn9PN1Usz8jSQapGiD3X1tRzV54BdZvSw5zeY0Wu5mYDiCn2Hnk4iC3O8XXWDmu7xVysX9/baATZApzffUfPihbbKZjK19fGud0xgAi/NiDlI1fOSnDRxJAjGwFHcMaw1zeW090AA+GkMvtiwqrbBJiLoVVaqtXHcU48oCYihvyis39YANhnY8puvYDiaeVxenIRXqHVwX6J7/gR2kU5EcljFzM9RC11MCQuWga0INAA2J0AapgjY8G4fzPL6CGbE9NzyZUn41PMyD+7pfkRryZx8ckUpDPcB8np6dGM7UmaqxBZHBAoaprNEMcDfpCPFVlI1I3XcTSGlk4ZVk2WlbbcvUia99BynaoujNKM6YHrl75y0OMZysfkX7EPEhu1DJmv+l4C1ShVV7OK1aY7Bur0r+6NrpfT26X2tPEhgUNQH1SAzP1o1uqH+++QLBNm4StkKrDCmgrdXTGKPOWmaLSrD5hrekgZRzu5nMnJ6pEVcOoHxPbGoTguHaojOtTrxYjXEMXEVkl1x8ZoO3WaESOmUrEYQcpU/RaMcGRvZ+PIRgBFO075eVrO1l4qEDNqNVSjMnTu4iOQKY1sS8u7S8jF/X/T7XPoG7JLh2P0bgW+mTk7ZDbgMpcocnojZxynnXSb8xKKKdkF6fSvjEKZ3A51QTlbBnZIa8Nl0LSgGcNk97Bx2wYFClSRoUg5DifEP6Av2gUMeblOhnLXrAbwe1wdS0H+wtugIGAcdOLEozDaChHIfswj0ZyJz2G9/zwvj4lelQNk6Z5lAKZeSPUOYsg3fJSZ2BrGvcdIfEEnQD7Ak9ddIgdVD9XbRrRS+cv6zCL9M/wfVLljPMsapC9omPBSGrNytx3yF/AnhzfSbAuR66kFJ23QDjxRvJyMO1aG7+gcMlzA3dnHdj6ex3IlxGBoha2jufl0E7P2HlZa9C8fonykZEWP8NQoZguoUqmABPtLlOOybk6s8KJHjs0Ou9TaPbeQ9Ll+mYCZ1C/ZuN2MT8WyEwZz8ifhnJLAYl0eXsZL6vaJS9jL2ZkQ6k3mBtVgeCpKz+Pvk60OMVsN7yul2oTy6f8pYCZAOlcx35R+M358WzNJ8PAP1Q3g9Las1ovOfisJW50nMLJcfzkAkkn56By2FhHNz7VcB6RLxZ+hgk7yeK2oqx5uDsxb1cQDF2Hfui48iRz6W4jbfLySX8pIH/WJff86icHZ0uYmTpOBoC2F6f4pUCzC/6nHWpykB0vUPZ+OaK5VcbIMZD/uo9COcfyFsqFcg4COfoosVwo5yCQo48Sy4VyDgI5+iixnIPyX86K23D96wndAAAAAElFTkSuQmCC) 这样：ans = ans1\*quick\_pow(ans2,MOD-2,MOD)%MOD，这是因为它的逆元k=b^(Mod-2)%Mod比较大的缘故，要用快速幂取模。

★、CRT（中国剩余定理）

**条件：要求mod[]任意两个元素要互质。**

定理：ans在% lcm(mod[1]…mod[n])下的解是唯一的。

X % 3 = 2 X % 5 = 3 X % 7 = 2 minans = 23

怎么做呢？可以先把除以3余数是2的数字先写出来：2 5 8 ....再把除以5余数是3的写出来 3、8、....那么共同的数字是8,所以8就是除以3余2且除以5余3的最小数字。。

中国剩余定理也是类似的思想

对于每条等式，都找出一个val，使得val % mod[i] = r[i]且 val % 其他数字是等于0的

第一条式子，这个val = 140

关于怎么找每条式子的val，可以想到用逆元，先解出t % mod[i] = 1，再把r[i] \* t即是val。因为这个时候余数就是r[i]了，（r[i]是余数，肯定小于mod[i]）

r[i] \* t % mod[i] = ((r[i] % mod[i]) \* (t % mod[i])) % mod[i] = r[i]

下面来讨论下为什么要val % 其他数字是等于0的。这里是根据余数的性质，上面的式子，val分别是140、63、30。把他们加起来 % (mod[1] \* mod[2] \* ..... \*mod[n])是答案。先求解前两个的答案，就是先满足除以3余2，除以5余3的数。ans = (140 + 63) % 15。这里的140满足%3 = 2而且%其他数字 = 0。这样的好处是不会相互影响。满足一个等式，而不会影响另一个等式

LL CRT(LL r[], LL mod[], **int** n) { // X % mod[i] = r[i]

LL M = 1;

LL ans = 0;

**for** (**int** i = 1; i <= n; ++i) M \*= mod[i];

**for** (**int** i = 1; i <= n; ++i) {

LL MI = M / mod[i]; //排除这个数

ans += r[i] \* (MI \* get\_inv(MI, mod[i])); //使得MI \* get\_inv(MI, mod[i]) % mod[i] = 1

ans %= M;

}

**if** (ans < 0) ans += M;

**return** ans;

}

当MOD[]不是两两互质时：可以用扩展欧几里德算法合并。

假如那个数字是x，那么有：

x = k1 \* MOD[1] + r[1]

x = k2 \* MOD[2] + r[2]

合并起来，就是：k1 \* MOD[1] – k2 \* MOD[2] = r[2] – r[1]

可以用扩展欧几里德算法求出k1，那么这时候。x = k1 \* MOD[1] + r[1]，同时拥有满足上面两条等式的作用。然后把上面两条等式合并成一条，再和第三条求解。怎么合并成一条？引用定理，ans在 % lcm的情况下解是唯一的，那么我们只要更新模数为LCM(mod[1], mod[2])，余数就是 x % LCM(MOD[1], MOD[2])，再和第三条合并即可。

然后最后的余数就是答案。

**void** work() {

**for** (**int** i = 1; i <= n; ++i) {

cin >> MOD[i] >> r[i];

}

LL ans, tMod = MOD[1], tR = r[1];

**for** (**int** i = 2; i <= n; ++i) {

LL x, y;

**if** (!get\_min\_number(tMod, -MOD[i], r[i] - tR, x, y)) {

cout << "-1" << endl;

**return**;

}

// cout << x << " " << y << endl; 当get\_min\_number取正数

ans = x \* tMod + tR;

tMod = LCM(tMod, MOD[i]); //更新mod数

tR = ans % tMod; //更新余数

}

cout << tR << endl; // % lcm 下的解是唯一的，并且最小

}

不能以为ans是最小的答案。当MOD[] = {4, 3}，r[] = {3, 1}的时候，如果在get\_min\_number里取了正数，就是对于这条方程：4k1 – 2k2 = -2解出的解是（1，3），这个时候ans就是7，需要% lcm(4)，才是最小的答案。

★、**求解方程ax+by=c的最小（正）整数解 (a或者b是负数的话，直接放进去也没问题)**

首先就是如果要求解ax+by=c的话，用exgcd可以求到ax+by=1的x1，y1。那么我们首先把a和b约成互质的（除以gcd(a,b)即可），求到Ax+By=1的x1和y1后，但是我们要的是Ax+By=C的解，所以同时乘上C，得到了ACx + BCy = C的解，可以把C放进x里面，也就是Ax+By = C的解，这里的大写的字母是代表约去gcd(a,b)后的方程。然后这个方程的解就是x0 = x1 + (b / abgcd) \* k。y0 = y1 - (a / abgcd) \* k。k是{-1,-2,0,1,2}等。

**bool** getMinNumber (LL a, LL b, LL c, LL &x, LL &y) { //得到a\*x+b\*y=c的最小整数解

LL abGCD = \_\_gcd(a, b);

**if** (c % abGCD != 0) **return** **false**; //不能整除GCD的话，此方程无解

a /= abGCD;

b /= abGCD;

c /= abGCD;

LL tx, ty;

exgcd(a, b, tx, ty); //先得到a\*x+b\*y=1的解，注意这个时候gcd(a,b)=1

x = tx \* c;

y = ty \* c; //同时乘上c，c是约简了的。得到了一组a\*x + b\*y = c的解。

LL haveSignB = b;

**if** (b < 0) b = -b; //避免mod负数啊，模负数没问题，模了负数后+负数就GG

x = (x % b + b) % b; //最小解

**if** (x == 0) x = b; //避免x = 0不是"正"整数，没要求取正数就不要用这个，**可能会溢出**

y = (c - a \* x); // haveSignB;

**return** **true**; //true代表可以

}

POJ 1061青蛙的约会。求解(x+mT)%L=(y+nT)%L的最小步数T。

因为是同余，所以就是(x+mT)%L-(y+nT)%L=0。可以写成(x-y+(m-n)T)%L=0。就是这个数是L的倍数啦。那么我可以这样x-y+(m-n)T + Ls = 0。就可以了，s可正可负，就能满足条件。

题目：CodeChef GIVCANDY

题意：甲a个苹果，乙有b个雪梨。现在能给甲c个苹果，或者给乙d个雪梨，使得他们的差值的绝对值尽量小。

题解：设给甲x个苹果，乙y个雪梨。分析后得到方程就是要使得**x\*c-y\*d=(b-a)+K** 有解，并且要使得k最小。明显abs(b-a)%GCD(c,d)==0的话，k是0，否则(b-a)有两种选择。要么减一个数使得它能整除GCD，要么增加一个数。取最小值即可。就是10 MOD 6，可以减去4，也可以增加2。(1 ≤ A, B, C, D ≤ 10^14)

LL dis=abs(a-b); LL ans1=dis%GCD; LL ans2=GCD-dis%GCD; printf ("%lld\n",min(ans1,ans2));
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## 6、各种数列（卡特兰数、 递推式组合数）

1、卡特兰数

从第0项开始，依为：1, 1, 2, 5, 14, 42, 132, 429, 1430, 4862。

递推公式：h(n)= h(0)\*h(n-1)+h(1)\*h(n-2) + ... + h(n-1)h(0) (n>=2)

组合数公式： h(n) = //如果MOD的数不是质数，就用递推公式。O(n²)

组合数公式： h(n)= C(2n,n)-C(2n,n+1)

这样就可以解决MOD的数不是质数的问题了。用约质因子，然后快速幂。那个方法。值得注意的是，因为你前后都MOD了，所以可能造成前面的比后面的小，相减会小于0，所以要+MOD来修正一下。( solve(2\*n,n,MOD) - solve(2\*n,n+1,MOD) + MOD ) % MOD

2、递推式，组合数求解 （开始的下标是1，如果不是从1开始，则直接减去偏移量）

题目：玲珑杯1049

1 1 最后一项是直接卡特兰数

1 2 2 然后其他的就是C(n + m – 1, m - 1) – C(n + m – 1, m - 2)

1 3 5 5 注意特判m大于等于2

1 4 9 14 14

题目：FZUOJ 2238 Daxia & Wzc's problem （d的开始位置不同，然后偏移）

a a + d a + 2d a + 3d a + 4d

a 2a + d 3a + 3d 4a + 6d 5a + 10d

a 3a + d 6a + 4d 10a + 10d 15a + 20d

a 4a + d 10a + 5d 20a + 15d 35a + 35d

计算a的系数的公式是：C(n + m – 2, n - 1) 计算d的系数的公式是：C(n + m – 2, m - 2)

因为d是从第2列才开始出现，从第1行就有出现了，那么按照计算a的公式，就是把n和m都偏移去0那里再计算，那么，要把d偏移到第1列开始，所以要m – 2。

## 7、米勒测试和大数分解

米勒测试：根据费马小定理，有一个质数p，那么所有的(1<=a<=p-1)，都有a^(p-1)1(mod p)

成立。那么根据逆否命题，我们列举出一个这样的数a，使得a^(p-1)%p不等于1的话，即可说明p不是质数。Miller-rabin算法就是多次用不同的a来尝试p是否为素数。它是根据一个定理来进行的：**如果对于一个素数p(p已经假定是素数)**，那么(1<=X<=p-1)中，若X^2%p=1,那么X只能是1或者是p-1。所以如果此时的X不是1或者p-1的话，则说明p是合数。那个X不断平方，平方到指数是(p-1)即可停止，所以思路就是，先把需要判定的那个数n，把(n-1)拆分成2^t \* k这种形式。然后随机生成一个数a=rand()%(n-1)+1; 写成a^k次方，把底数看成的X，平方t次，即可到达(n-1)。米勒测试check\_time次，**失败率就是1/(2^check\_time)**

/\*Miller-rabin算法，判断大数字是否为素数\*/

**const** **int** check\_time = 20;

**bool** check(LL a, LL n, LL x, LL t) { //以a为基。n-1写成了 2^t \* k,判断n是否为合数

LL ret = quick\_pow (a, x, n); //先算 a^k%n 后来一直平方.平方t次

LL last = ret; //last就是a^k次方这个值，看成整体。符合X^2这个公式

**for** (**int** i = 1; i <= t; ++i) {

ret = quick\_mul(ret, ret, n); //平方他,last就是一个大X,ret是X^2

**if** (ret == 1 && last != 1 && last != n - 1) **return** **true**; //合数

last = ret;

}

**if** (ret != 1) **return** **true**; //费马小定理，如果a^(n-1)%n != 1就绝逼不是素数

**return** **false**;

}

**bool** Miller\_Rabin(LL n) { //判断n是否质数

**if** (n < 2) **return** **false**;

**if** (n == 2) **return** **true**;

**if** (n % 2 == 0) **return** **false**; //偶数不是质数

LL k = n - 1;

LL t = 0; //把n-1拆成 2^t \* k 这种形式,那么从k开始验证，a^k,不断平方即可

**while** ( (k & 1) == 0 ) { //如果x还是偶数的话，就是还有2的因子

k >>= 1;

t++;

}

**for** (**int** i = 1; i <= check\_time; i++) {

LL a = rand() % (n - 1) + 1; //最大去到n-1,[1,n-1]

**if** (check (a, n, k, t)) //n-1写成了 2^t \* k.米勒测试

**return** **false**; //合数

}

**return** **true**; //质数

}

**pollard\_rho 算法进行质因数分解**。大数质因数分解 复杂度sqrt(p)。p为n约数的个数

用的时候要带上米勒测试一起用（快速判断是否素数）。然后fac[]是100 = 2\*2\*5\*5这样的。

LL factor[500];//质因数分解结果（刚返回时是无序的）

**int** tol;//质因数的个数。数组下标从1开始

LL gcd(LL a, LL b) {

**if**(a == 0)**return** 1;

**if**(a < 0) **return** gcd(-a, b);

**while**(b) {

LL t = a % b;

a = b;

b = t;

}

**return** a;

}

LL Pollard\_rho(LL x, LL c) { //

LL i = 1, k = 2;

LL x0 = rand() % x;

LL y = x0;

**while**(1) {

i++;

x0 = (quick\_mul(x0, x0, x) + c) % x;

LL d = gcd(y - x0, x);

**if**(d != 1 && d != x) **return** d;

**if**(y == x0) **return** x;

**if**(i == k) {

y = x0;

k += k;

}

}

}

//对n进行素因子分解

**void** findfac(LL n) {

**if**(Miller\_Rabin(n)) { //素数

factor[++tol] = n;

**return**;

}

LL p = n;

**while**(p >= n) p = Pollard\_rho(p, rand() % (n - 1) + 1);

findfac(p);

findfac(n / p);

**return** ;

}

## 8、欧拉函数eular

phi[n]表示[1, n]中与n互质的个数。

公式：phi[x] = x \* (1 - 1/p[1]) \* (1 - 1/p[2]) …..(1 - 1/p[n]) 其中p[i]是x的质因子，x是不为0的整数。φ(1)=1（唯一和1互质的数(小于等于1)就是1本身）。 (注意：每种质因数只一个。比如12=2\*2\*3那么φ（12）=12\*（1 - 1/2）\*(1 - 1/3)=4

**1、**欧拉函数是积性函数——若m,n互质，phi(n\*m) = phi(n) \* phi(m);

**2、**特殊性质：当n为奇数时，phi(2 \* n) = phi(n);

**3、当n > 1时，1…n中与n互质的整数和为 n \* phi(n) / 2**

**4、对于一个数n，在(1,n)中与它gcd等于k的个数，就是： eular(n / k) 个; 前提是: k|n**

**证明:**考虑当n约去最大公约数k后，与它互质的数再乘以k，得到的数与n的gcd只能是k

**5、∑d|n phi(d) = n**

**int** eular(**int** n) {

**int** ans = 1, q = (**int**)sqrt(n + 0.5); //ans从1开始

**for** (**int** i = 2; i <= q; ++i) {

**if** (n % i == 0) {

n /= i; //约去了一个，约本来x上的，有剩的while补上，因为eular只算一次

ans \*= (i - 1); //这个是本来分子的

**while** (n % i == 0) {

n /= i;

ans \*= i; //补上这些遗漏的质因子

}

q = (**int**)sqrt(n + 0.5);

}

}

**if** (n > 1) ans \*= n - 1; // 不用除了，这个质因子只有一个，可以在x中约去了

**return** ans;

}

用nlognlogn的算法预处理所有phi[1—n]的值

**void** init\_phi() {

phi[1] = 1;

**for** (**int** i = 2; i <= maxn - 20; i++) {

**if** (!phi[i]) {

**for** (**int** j = i; j <= maxn - 20; j += i) {

**if** (!phi[j]) phi[j] = j;

phi[j] = phi[j] / i \* (i - 1);

}

}

}

**return** ;

}

求解元素X在区间[1, up]中，有多少个数和X互质。（容斥）

思路：把X质因数分解，多了的不要。12 = 2 \* 3。然后有个明显的道理就是如果是2的倍数的话，那么就一定不会与12互质，所以需要减去2的倍数，减去3的倍数，再加上6的倍数。容斥的思路好想，但是不怎么好写。**所以结果是总数量up – 不互质的个数**。

预处理；his[val][]表示元素val拥有的质因子，Size[val]表示有多少个。记得1是不做任何处理的。就是Size[1] = 0。**Dfs的cur表示下一次从哪里开始，不往回枚举，就是任意k个值。**

**int** calc(**int** up, **int** cur, **int** number, **int** tobuild, **int** flag) { //一开始flag是0。0表示加，1减

**int** ans = 0;

**for** (**int** i = cur; i <= Size[number]; ++i) {

**if** (flag == 0) {

ans += up / (his[number][i] \* tobuild);

} **else** ans -= up / (his[number][i] \* tobuild);

ans += calc(up, i + 1, number, his[number][i] \* tobuild, !flag);

}

**return** ans;

}

计算12在[1, 24]就是**24** - calc(24, 1, 12, 1, 0)。tobuild是选择k个质因数后生成的数字。

复杂度分析：Cn1 + Cn2 + …. + Cnn = 2n – Cn0。所以最多是2 \* 3 \* 5 \* 7 \* 11 \* 13 = 30030

此时复杂度只是：64次。

## 9、AntiPrime

AntiPrime(反素数)，求出区间内约数最多且最小的那个数

首先，数据范围是n<=1e9,数据太大，如何快速算出来呢？我们注意到，如果是暴力算的话，最快的方法就是分解质因子，然后组合式计算啦。但是在算18和30的约数的时候，他们的

gcd(18,30)=6，其实是被重复算了的，那么我们思维反过来一下，把分解质因数变成用质因数去组合，使得变成区间内的数，这样一来，我们在2\*3的时候，\*3就得到了18，\*5就得到了30，能省掉一定的时间。但是还是会TLE。假如我们现在枚举到的数是now，会不会它的约数根本就没可能存在于区间里呢？也就是[begin,end]根本就没这些约数。[7,11]内是不会存在6的倍数的。如果[1,begin-1]中6的约数和[1,end]中6的约数相同，说明什么？新加进去的区间[begin,end]根本就没6的约数，这里可以剪枝。还是TLE！！可行性剪枝，如果一个数是now，现在枚举一个新的质数去乘以它，去结合成新的数字，那么如果它无论组成什么其他数字，因子个数都不会超过当前最优值mx呢？怎么判断呢？放缩咯，假如现在是2\*3，重新去匹配一个新的素数5，那么，我就要看，当前2\*3还能再乘多少个3呢？我记作q，那么这个新的匹配，最理想的情况下因子个数会多2­­q­倍，为什么呢？把那些3，全部替换成5\*7\*11\*13这样来算的话，就是有2q个了。别以为这样没用，当你搜[1,1e9]的时候，你枚举到8000w，再去枚举5那些是没用的，根本就不可能，这里能剪很多。

其实我们还有一个根本的问题没解决，那就是预处理素数到多大，还有万一它是大素数呢？

想着预处理多少，要看数据，预处理出来的最大质数，primeMax‑2是要大过1e9才行的。为什么呢？因为你只有这样，才能防止它数据是两个大质数相乘的形式[primeMax2,primeMax2]。这里的因子个数是3，你枚举不到这个primeMax的话，就只能得到2。

还有那个大素数，没什么怕的，如果当前那个数now，幻想它乘以一个大质数，还是在end的范围的话，就看看\*2和mx谁大咯。乘以一个大素数也才加一倍因子数。其实乘以一个小的质因子的话，因子数会更多，这里主要是判断只有一个大素数的特殊情况。枚举不到那个大素数那里的。

NOJ 1203 //多case的话，记得把mx设置回0，pr = 0;

//cur:当前枚举质数的下标,不用返回来枚举了。

//cnt:分解质因式时：拥有(当前下标那个）素数多少个

//now:当前枚举的那个数字，就是所有质因子相乘得到的数子

//from: 假如:2\*2\*3\*5\*7,然后枚举3，记录的是2\*2，枚举5，记录的是2\*2\*3,

//如果是枚举相同的数，则不用变，因为它记录的是上一个不同的质因子一共拥有的因子数。

//所以乘上(cnt+1)，就是包括上现在这个质因子一共拥有的因子数了。

**void** dfs(**int** cur, **int** cnt, LL now, LL from) {

LL t = from \* (cnt + 1); //现在一共拥有的因子数

**if** (now >= BEGIN && t > mx || t == mx && pr > now && now >= BEGIN) { //有得换了

mx = t;

pr = now;

}

**for** (**int** i = cur; i <= total; ++i) { //枚举每一个素数

LL temp = now \* prime[i];

**if** (END / now < prime[i]) **return** ; //这个数超出范围了

**if** (i == cur) { //没有变，一直都是用这个数.2^k

dfs(cur, cnt + 1, temp, from);

//唯一就是from没变，一直都是用着2，不是新质数

} **else** { //枚举新质数了。

LL k = (cnt + 1) \* from; //现在有K个因子

LL q = (LL)(log(END / now) / log(prime[cur])); //2\*3插入5时，用的是3来放缩

LL add = k \* mypow(2, q);

**if** (add < mx) **return** ; //这里等于mx不return，可以输出minpr

**if** ((BEGIN - 1) / now == END / now) **return**; //不存在now的倍数

**if** (END / now > prime[total]) { //试着给他乘上一个大素数 [999991,999991]

**if** ( k \* 2 > mx ) { //乘以一个大素数，因子数\*2

pr = END;//如果只有一个大素数[1e9+7,le9+7]那么，就是端点值

//否则，是2\*3\*5\*bigprime的话，结果不是最优的，

mx = k \* 2;

}

}

dfs(i, 1, temp, k);

}

}

**return**;

}

scanf ("%lld%lld", &begin, &end); //然后这个now=1，拥有的约数个数就是1个

dfs(1, 0, 1, 1); //刚开始的时候，下标从1开始，拥有这个素数0个，当前数字最少也是1吧

★、出现pr和mx都是1的情况就是你没initprime();

★、求解[1, n]中最小的反素数的高效方法，较小质因子个数永远是较多的

**void** dfs(LL curnum, **int** cnt, **int** depth, **int** up) {

**if** (depth > total) **return** ; // 越界了，用不到那么多素数

**if** (cnt > mx || cnt == mx && pr > curnum) {

pr = curnum;

mx = cnt;

}

**for** (**int** i = 1; i <= up; ++i) { //枚举有多少个prime[depth]

**if** (END / curnum < prime[depth]) **return** ;

**if** ((BEGIN - 1) / curnum == END / curnum) **return** ; //区间不存在这个数的倍数

curnum \*= prime[depth]; //一路连乘上去

dfs(curnum, cnt \* (i + 1), depth + 1, i); // 2^2 \* 3， 3最多2个

}

}

dfs(1, 1, 1, 64); //64表示最大是2^64次方，一般只用前16个素数就够了。

## 10、万能积分公式---simpson

求解任何积分问题，都可以用simpson公式来拟合这段区间內积分的值，只要你设定精度，即可判断是否拟合成功，否则递归分小区间继续拟合。精度太高，则很慢，精度太小，则wa。例题：求半径为r和R的两个圆柱相交的体积。

**double** f(**double** x) {

**double** a = sqrt(r \* r - (r - x) \* (r - x));

**double** ao = asin(a / R);

**return** 2 \* a \* sqrt(R \* R - a \* a) + 2 \* ao \* R \* R;

}

**double** simpson(**double** begin, **double** end) {

**return** (f(begin) + f(end) + 4 \* f((begin + end) / 2)) \* (end - begin) / 6;

}

**double** calc(**double** begin, **double** end) {

**double** mid = (begin + end) / 2;

**double** ans = simpson(begin, end); //用simpson积分拟合这个值

**double** cmp = simpson(begin, mid) + simpson(mid, end);

**if** (fabs(ans - cmp) < eps) **return** ans; // 拟合成功

**return** calc(begin, mid) + calc(mid, end);

}

**void** work() {

**if** (r > R) swap(r, R);

printf ("%0.4lf**\n**", calc(0, r) \* 2);

**return** ;

}

## 11、高斯消元

求解线性方程组，整一个过程，其实就是把**系数矩阵**化成**单位矩阵**，然后对应的增广矩阵那一列，就是对应着整个方程的解。

①、如果是唯一的解，那么增广矩阵那一列就是

②、如果无解，则肯定是存在矛盾式，也就是0 \* X1 + 0 \* X2 + …. + 0 \* Xn = val（val != 0）

③、如果有自由变量，则慢慢讨论。Guass返回的就是自由变量个个数。

★、如果题目要求%8.2lf输出，则不需要添加额外的空格。

**class** GaussMatrix { //复杂度O(n3)

**public**:

**double** a[maxn][maxn];

**int** equ, val; //方程（行）个数，和变量（列）个数，其中第val个是b值，不能取

**void** swapRow(**int** rowOne, **int** rowTwo) {

**for** (**int** i = 1; i <= val; ++i) {

swap(a[rowOne][i], a[rowTwo][i]);

}

}

**void** swapCol(**int** colOne, **int** colTwo) {

**for** (**int** i = 1; i <= equ; ++i) {

swap(a[i][colOne], a[i][colTwo]);

}

}

**bool** same(**double** x, **double** y) {

**return** fabs(x - y) < eps;

}

**int** guass() {

**int** k, col; // col，当前要处理的列， k当前处理的行

**for** (k = 1, col = 1; k <= equ && col < val; ++k, ++col) { //col不能取到第val个

**int** maxRow = k; //选出列最大值所在的行，这样使得误差最小。（没懂）

**for** (**int** i = k + 1; i <= equ; ++i) {

**if** (fabs(a[i][col]) > fabs(a[maxRow][col])) {

maxRow = i;

}

}

**if** (same(a[maxRow][col], 0)) { //如果在第k行以后，整一列都是0

--k; //则这个变量就是一个自由变量。

**continue**;

}

**if** (maxRow != k) swapRow(k, maxRow); // k是当前的最大行了

**for** (**int** i = col + 1; i <= val; ++i) { //整一列约去系数

a[k][i] /= a[k][col];

}

a[k][col] = 1.0; //第一个就要变成1了，然后它下面和上面的变成0

**for** (**int** i = 1; i <= equ; ++i) {

**if** (i == k) **continue**; //当前这行，不操作

**for** (**int** j = col + 1; j <= val; ++j) { //要使a[i][col] = 0,则需要a[i][col]倍

a[i][j] -= a[i][col] \* a[k][j]; //这一行减去相应的倍数

}

a[i][col] = 0.0;

}

*// debug();*

}

**for** (**int** res = k; res <= equ; ++res) {

**if** (!same(a[res][val], 0)) **return** -1; //方程无解

}

**return** val - k; //自由变量个数

}

**void** debug() {

**for** (**int** i = 1; i <= equ; ++i) {

**for** (**int** j = 1; j <= val; ++j) {

printf("%6.2lf ", a[i][j]);

}

printf("**\n**");

}

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***\n\n**");

}

} arr;

## 杂项
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对于n个位置的项链，有n中旋转置换和n中翻转置换

对于旋转置换：

C(fi) = gcd(n,i)，i表示选择i颗宝石以后。有n种，for (i=1 to n) ans += kgcd(i,n)

对于翻转置换：

如果n是奇数，有n个置换，而且C(f) = (n + 1) / 2

如果n是偶数，有n个置换，有n / 2个 C(f) = n / 2 + 1，有n / 2个 C(f) = n / 2

下面标程：通过旋转、翻转达到同一种状态的被认为是相同的项链

LL polya(**int** k, **int** n) {

LL ans = 0;

**for** (**int** i = 1; i <= n; ++i) ans += mypow(k, gcd(i, n));

//这些都是只有一种置换，旋转一个位置，两个位置等等

**if** (n & 1) ans += mypow(k, (n + 1) / 2) \* n; //乘上n代表有n种这样的置换

**else** ans += (mypow(k, n / 2) \* (n / 2) + mypow(k, (n / 2) + 1) \* n / 2);

**return** ans / (2 \* n); //一共有2n种置换

}

附上一个枚举gcd得到的polya，n<=1e9，有n种颜色

**void** dfs(**int** cur, LL gcd, LL phi) {

**if** (cur == lena + 1) {

ans = (ans + (quick\_pow(n, gcd, p) \* phi) % p) % p;

**return** ;

}

dfs(cur + 1, gcd, phi); *//要这个*

phi \*= a[cur].pr - 1;

**for** (**int** i = 1; i <= a[cur].num; ++i) {

gcd /= a[cur].pr;

dfs (cur + 1, gcd, phi);

phi \*= a[cur].pr; *//继续不要了这个*

}

}

2、康托展开

求出1…n的全排列的第k小。（k从1开始）

假如要对一个排列进行hash，比如是排列是 D、B、A、C，那么可以hash成20，因为其在全排列中按字典序排名20。

编码：HashKeyValue = a­1­ \* 3! + a2 \* 2! + a3 \* 1! + a4 \* 0!。这样hash不会重复。其中系数a[1..n]分别代表字母a[1]（就是”D”）在**当前子集**里面是第几大，D在{A、B、C、D}中第3大，所以a[1] = 3，B在{A、B、C}中第1大，所以a[2] = 1，以此类推……..得到的值就是该排列在全排列中的字典序排名。

解释：比D小的，有3个，以这三个字母开头的排列有3!个，所以是3 \* 3!

比B小的，有1个（D已经确定在开头了），这样的排列有1 \* 2!个。

解码：辗转相除，得到HashKeyValue是第20个排列，怎么确定是D、B、A、C、？

20 / (3!) = 3，余数是2 （然后用余数继续除）

2 / (2!) = 1， 余数是0

0 / (1!) = 0，余数是0

0 / (0!) = 0，余数0

也就是，第一位，有3个数比他小，那就是D了，然后第二位，有一个数比他小，那就是B了。第三位，0个，就是A，然后剩下的，就是C。

**class** cantor { //求1...n的排列的第k大 && hash排列，

**public** : //class默认是private，所以要加上public

**int** fac[12];

cantor() { //预处理阶乘，LL的话可以处理到20！ = 2.4329020081766 \* 1018

fac[0] = 1;

**for** (**int** i = 1; i <= 11; ++i) {

fac[i] = fac[i - 1] \* i;

}

}

**int** decode(**char** str[], **int** lenstr) { //O(n \* n)的hash

**int** ans = 0;

**for** (**int** i = 1; i < lenstr; ++i) {

**int** cnt = 0;

**for** (**int** j = i + 1; j <= lenstr; ++j) {

**if** (str[i] > str[j]) {

cnt++;

}

}

ans += cnt \* fac[lenstr - i];

}

**return** ans + 1;

}

vector<**int**> encode(**int** lenstr, **int** k) { //字典序排第k的是那个，k从1开始

vector<**int**>ans;

**int** toans;

**bool** vis[12] = {0};

**for** (**int** i = 1; i <= lenstr; ++i) {

**int** t = k / fac[lenstr - i];

k %= fac[lenstr - i];

**for** (toans = 1; toans <= lenstr; ++toans) {

**if** (vis[toans]) **continue**;

**if** (t == 0) **break**;

t--;

}

ans.push\_back(toans);

vis[toans] = **true**;

}

**return** ans;

}

} cantor;

3、位运算：

①、判断一个数二进制相邻两位是否同时是1，需(x & (x << 1)) > 0，成立，就是。

②、判断一个数是否是2n，只需(x & (x - 1)) == 0。

③、算出一个数二进制中，1的个数：复杂度是val二进制中1的个数

**int** calc(**int** val) {

**int** ans = 0;

**while** (val) { //遇到2n就停止

val &= val - 1;

ans++;

}

**return** ans;

}

4、求解ab的最高k位，n!的最高k位。

设x = ab，则有log10 x = b \* log10 a，所以x = 10b \* log10a

那么可以把b \* log10 a等价于两个数字A + B，一个是整数部分，一个是小数部分。

所有x = 10A \* 10B，那么其实我们只关心10B，整数部分10A相当于是ab的位数，而真正有效的是10B，需要k位，则10k – 1 \* 10B取整即可。

**int** calc(LL a, LL b, **int** k) { //a^b的前k + 1位

**double** res = b \* log10(a \* 1.0) - (LL)(b \* log10(a \* 1.0)); //获得小数部分

**return** (**int**)pow(10.0, k + res);

}

其实还可以取前15位左右来乘，这样精度也是足够的。

比如我算最高位，那么1234我转化成1.234 \* 1.234的话，和1234 \* 1234最高位的结果是一样的，用的是double能存15位左右的小数的技巧。而不至于1015 \* 1015爆long long

**int** calc(**double** a, LL b, **int** k) {

**double** ans = 1, base = a;

**while** (b) {

**if** (b & 1) ans = ans \* base;

b >>= 1;

base = base \* base;

**while** (ans >= 1000) ans /= 10; //保留前3位

**while** (base >= 1000) base /= 10;

}

**return** (**int**)ans;

}

求n!的最高位也是一样，不过这里可能需要用到n！的斯特林公式

设log10x = log10(n!)，则x = 10log10(n!)，那么也是等价定义成10A \* 10B，其中我们只关心10B，也就是小数部分。那么怎么求log10(n!)的小数部分呢？

如果n比较小，则log10(n!) = log10(1) + log10(2) + ….. + log10(n)，这是很精确的公式。

如果n比较大，则有n! ≈ nn / en \* sqrt(2 \* PI \* n)，这个公式在n很大的时候，才精确。

5、广义的斐波那契数列
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注意当n很大的时候，比如大于200，有些部分会趋向于0。这部分。

①、不能用系统自带的pow函数，因为它的定义是double类型的，不能保证精度。如果要算小数的pow，那么用这个刚好（精度比较好）。否则，请自己写一个pow函数。

②、解方程a\*k³<=n这样有多少组解，可以先放缩成k³<=n，然后枚举k，然后k的上限是n开3次方。现在我们已经得到了k，所求的就是a满足的个数了，a = ( n / k3 向下取整 )

③、求有n!的或者an之类的函数，可以取ln来做。取ln，是log(val)，其他的是log10(val)，和log2(val)。求阶乘有一条公式：ln(n!) ≈ (n \* ln(n)) - n + (1 / 2 \* ln(2 \* PI \* n));

④、所有大于等于6的质数，都可以表达成6 \* n – 1或者是6 \* n + 1的形式。

⑤、函数exp(1.0)就表示自然底数e1。

# 其他

## 1、STL

**1、set和multiset**

一、set:

元素集合，里面的元素自动去重，只会出现一次。而且默认保持升序排列。

**插入：set.insert(12)**

①、得到集合元素个数： book.size();

②、判断集合是否有这个元素: book.find(val) != book.end();

③、清空一个集合： book.clear(); //清空后可以继续使用

④、判断集合是否为空： book.empty();

⑤、删除一个元素 book.erase(val); //删除迭代器比较好

⑥、在set中放结构体，写个比较函数，可以按照规定顺序排列，不写不行。

struct data

{

int num;

char name[maxn];

};

struct cmp

{

bool operator () (struct data a,struct data b)

return strcmp(a.name,b.name)<0;//字典序

}; **//这个分号不能少。如果想set不去错重，则每个成员都应该出现在比较函数中**

void work ()

{

set<struct data,cmp>book;//按照比较函数排列，整数要降序，也要学这样写。

struct data a; a.num=13; strcpy(a.name,"aa"); book.insert(a);

a.num=1314; strcpy(a.name,"a"); book.insert(a);

for (set<struct data>::iterator it=book.begin();it!=book.end();it++) //iterator不用比较函数

printf ("%d %s\n",it->num,it->name); //这里值就是用他们的成员名字即可

return ;

}

输出:

1314 a

13 aa

⑦、关于set中的lower\_bound 和 book.begin()和book.end()

Set中自带的lower\_bound，返回的是>=val中的第一个元素的位置，但是我们又不能像普通的lower\_bound(a+1,a+1+n,val)-a;这样，能通过指针得到偏移地址，从而得到那个位置。这里的set中的，只能够得到值。

set<int>::iterator it=book.lower\_bound(val); 然后只能\*it，得到那个元素的值。

注意一些细节，关于越界的问题。就是，如果找不到那个元素的话，我们可以分成两类：

1、所找的元素是所有数中最小的，例如元素是{2、4}，那么你找的是1的话，返回的是book.begin();同时，如果你将book.begin();减减了，去到的是book.end(); ！！不要以为book.end();是最后一个元素，非也非也，输出它，你会得到它是有多少个元素，就是元素的个数。

2、然后如果所找元素是所有数最大的话，返回的是book.end(); **然而这是不存在的元素**

3、可以用it == book.begin()这样判断是否第一个，适当it++ 和 it--

二、multiset: 元素能重复，其他的和set一样用法。**但是删除2的话，会把所有2都删除**

所以需要用迭代器指向它，然后ss.erase(it); 就能删除一个2的。

**2、priority\_queue**

1、que.size(); //得到堆中有多少个元素

2、que.top(); //取得堆中的第一个元素，对应的普通队列，是que.front(); 注意~

3、que.pop(); //弹出堆中的第一个元素。也就是上面那个是没删除功能的。

如果堆中的元素是自己定义的结构体的话，就要写一个cmp**结构体**，放进去，进行优先级排序。

注意在STL中，要排序，除了sort是写一个cmp **函数的，**其他都是写一个cmp**结构体。**

priority\_queue<int>que; //默认是一个最大堆

priority\_queue<int,vector<int>,greater<int> >que; //最小堆，记得最后那个> >中间有个空格

struct data

{

int val;

int depend;

};

struct cmp

{

bool operator () (struct data a,struct data b)

return a.depend<b.depend;//优先级大的在前 //优先队列就是这样相反的

}; //分号不能忘记

priority\_queue<struct data,vector<struct data>,cmp>que; //这样就是自己定义的一个堆了。

**3、lower\_bound & upper\_bound**

lower\_bound : 返回数组里第一个 元素值 >= val 的pos

upper\_bound : 返回数组里第一个 元素值 > val的pos。 **找不到返回最后一个元素的下一个**

int pos = lower\_bound(a+1,a+1+n,val) – a;

**4、vector<int>a**

插入：a.push\_back(4); 取最后一个：printf ("%d\n",a.back()); 删除最后一个：a.pop\_back();

**5、倒置**：reverse(a.begin(),a.end()); **//这个倒置函数那里都可以用，甚至可以倒置char[]。**

**6、merge函数：**把两个有序数组结合

**int** a[] = {0, 1, 2, 3, 4}; **int** b[] = {0, -1, 0, 3, 66}; **int** lena = 4, lenb = 4, c[222];

**merge**(a + 1, a + 1 + lena, b + 1, b + 1 + lenb, c + 1);

**for** (**int** i = 1; i <= lena + lenb; ++i) {

cout << c[i] << " ";

}

如果用在vector<int>里面，那么第三个vector需要先V.resize(SIZE)，先分配好空间。

## 2、常量定义 & 手动开栈 & C++取消同步 & int范围

**常量定义：**

1、#define inf (0x3f3f3f3f)

2、const double PI = acos(-1.0); 定义PI要用这个，记得是double

3、memset设置inf ： memset(dp, **0x3f**, sizeof dp); //只有一个f 且**不能用于double**

4、memset设置负inf：memset(dp, **-0x3f**, sizeof dp); //其值是：**-1044266559**

5、ASCII可见字符包括从33~126的字符，0~32 和127均为不可见字符（控制字符和换行，空格之类的）

**手动开栈**：#pragma comment(linker,”/STACK:1024000000,1024000000”)

**取消同步：**后不能混用scanf和cin之类的 ios::sync\_with\_stdio(false);

**各种类型的范围：**

unsigned int 0～4294967295 (10位数，4e9)

int -2147483648～2147483647 (10位数，2e9 2^31 - 1) **263 - 1**

long long： -9223372036854775808～9223372036854775807 (19位数， 9e18 )

unsigned long long：0～18446744073709551615 (20位数，1e19) **264 – 1**

用unsigned long long int定义时，自然溢出相当于对264取模了。

用unsigned int的话，就相当于对232次方取模了，因为232有33位。所以是保留了最低32位**。保留最低31位的话，可以MOD = 1LL << 31，最低31位是：20 + 21 + … + 230 = 231 - 1**

而232 – 1是有32位，也就是所有位全部是1。
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那么，106的数组就需要4 \* 106个字节，就是4 \* 103个KB，就是4MB而已。

直接除以10­6，如果int就有常数4，就能知道占用多少MB。

## 3、三分答案
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但当函数是凸形函数时，二分法就无法适用，这时就需要用到三分法。从三分法的名字中我们可以猜到，三分法是对于需要逼近的区间做三等分：我们发现lm这个点比rm要低，那么我们要找的最小点一定在[left,rm]之间。如果最低点在[rm,right]之间，就会出现在rm左右都有比他低的点，这显然是不可能的。 同理，当rm比lm低时，最低点一定在[lm,right]的区间内。利用这个性质，我们就可以在缩小区间的同时向目标点逼近，从而得到极值。

例题：hihocoder 1142

题意：给定一条抛物线和一个点p，要求找到点p到抛物线的最短距离。p(x,y)

**double** eps = 1e-12;

**while** (begin + eps < end) { //注意这里的区间，要和题目的一样[-200,200]

**double** Lmid = begin + (end - begin) / 3;

**double** Rmid = end - (end - begin) / 3;

**double** ret1 = dis(Lmid, f(Lmid), x, y); //计算这两个点的距离

**double** ret2 = dis(Rmid, f(Rmid), x, y); //f(x) = a\*x\*x + b\*x + c

**if** (ret1 < ret2)

end = Rmid;

**else** begin = Lmid;

}

因为begin和end无限逼近了，所以这两个是一样的。

## 4、最长下降子序列

**int** get\_pos(**int** b[], **int** lenb, **int** val) {

**int** begin = 1, end = lenb;

**while** (begin <= end) {

**int** mid = (begin + end) / 2;

**if** (b[mid] > val) begin = mid + 1;

**else** end = mid - 1;

}

**return** begin;

}

**int** dp\_down(**int** a[], **int** lena) {

**int** lenb = 0;

b[++lenb] = a[1];

**for** (**int** i = 2; i <= lena; ++i) {

**if** (a[i] < b[lenb]) b[++lenb] = a[i]; //不降子序列，这里要取等

**else** {

**int** pos = get\_pos(b, lenb, a[i]);

b[pos] = a[i];

}

}

**return** lenb;

}

## 5、高精度、输入挂、java大数

**1、高精度，C语言版**

**void** bigadd(**char** str1[], **char** str2[], **char** str3[]) { //str1 + str2 = str3

**int** len1 = strlen(str1 + 1), len2 = strlen(str2 + 1);

**char** b[maxn] = {0}; //maxn关键，栈分配，系统帮你释放，要时间，不乱开

**int** i = len1, j = len2;

**int** h = 1;

**while** (i >= 1 && j >= 1) b[h++] = str1[i--] - '0' + str2[j--] - '0';

**while** (i >= 1) b[h++] = str1[i--] - '0';

**while** (j >= 1) b[h++] = str2[j--] - '0';

**for** (**int** i = 1; i < h; i++) { //h是理论越界的

**if** (b[i] >= 10) {

b[i + 1]++;

b[i] -= 10;

}

}

**if** (!b[h]) --h;//没有进位到越界位。

**int** t = h;

**for** (**int** i = 1; i <= h; i++) str3[t--] = b[i] + '0';

str3[h + 1] = '\0'; //一定要手动添加结束符，不然会GG

**return** ;

}

bigadd(str1, str2, ans);

**void** bigplus(**char** str1[], **char** str2[], **char** str3[]) {

**int** len1 = strlen(str1 + 1);

**int** len2 = strlen(str2 + 1);

**int** i = 1, j = len1;

**while** (i <= j) { //倒叙

**char** ch = str1[i];

str1[i] = str1[j];

str1[j] = ch;

i++;

j--;

}

i = 1;

j = len2;

**while** (i <= j) {

**char** ch = str2[i];

str2[i] = str2[j];

str2[j] = ch;

i++;

j--;

}

**int** b[maxn] = {0}; //maxn关键，栈分配，系统帮你释放，要时间

**int** lsum = 0;

**for** (i = 1; i <= len1; i++) {

**for** (j = 1, lsum = i; j <= len2; j++, lsum++) {

b[lsum] += (str1[i] - '0') \* (str2[j] - '0');

}

}

**for** (**int** i = 1; i < lsum; i++) { // lsum 越界 lsum=len2+1

**if** (b[i] >= 10) {

b[i + 1] += b[i] / 10;

b[i] %= 10;

}

}

**if** (!b[lsum]) {

lsum--;

}

**int** h = lsum;

**for** (**int** i = 1; i <= lsum; i++) {

str3[h--] = b[i] + '0';

}

str3[lsum + 1] = '\0';

}

**2、输入挂**

**template** <**class** T>

**inline** **bool** fast\_in(T &ret) { //适用于正负整数 (int, long long, float, double)

**char** c;

**int** sgn;

**if** (c = getchar(), c == EOF) **return** 0; //EOF

**while** (c != '-' && (c < '0' || c > '9')) c = getchar();

sgn = (c == '-') ? -1 : 1;

ret = (c == '-') ? 0 : (c - '0');

**while** (c = getchar(), c >= '0' && c <= '9') ret = ret \* 10 + (c - '0');

ret \*= sgn;

**return** 1;

}

**3、Java大数 && Java如何做题**

求解：x­1 + x2 + x3 + …. + xn = m，其中xi 属于[Li, Ri]的不同解的个数。n <= 8

import java.util.\*; //180ms

import java.math.\*; //大数头文件

public class Main {

static final int maxn = 15; //这个也要static，不然下面无法引用类属成员。

static int[] be = new int[maxn];

static int[] en = new int[maxn];

static int n, m;

static BigInteger ans;

public static void main(String[] args) {

Scanner input = new Scanner(System.in);

int t = input.nextInt();

while ((t--) > 0) { //返回值必须bool

n = input.nextInt();

m = input.nextInt();

int sum = 0;

for (int i = 1; i <= n; ++i) {

be[i] = input.nextInt();

en[i] = input.nextInt();

sum += be[i];

}

ans = BigInteger.ZERO; //清0

dfs(1, sum, 0);

System.out.println(ans);

}

}

public static BigInteger C(int n, int m) { //这个数字很大，爆LL

if (n < m) return BigInteger.ZERO; //大数的常数定义，有0, 1，和10

if (n == m) return BigInteger.ONE;

BigInteger ans = BigInteger.ONE;

int mx = Math.max(n - m, m); //调用最大值函数

int mi = n - mx;

for (int i = 1; i <= mi; ++i) {

ans = ans.multiply(BigInteger.valueOf(mx + i)); //转换成大数的方法

ans = ans.divide(BigInteger.valueOf(i)); //记得接收返回值

}

return ans;

}

public static void dfs(int cur, int tot, int has) {

if (cur == n + 1) {

if (has % 2 == 1) {

ans = ans.subtract(C(m - tot + n - 1, n - 1));

} else ans = ans.add(C(m - tot + n - 1, n - 1));

return;

}

dfs(cur + 1, tot - be[cur] + en[cur] + 1, has + 1); //他自己能包括en[cur]，是闭区间

dfs(cur + 1, tot, has);

}

}

## 6、基本思考方式

1、逆向思维，从结论开始递推上去。

①、缩小等边三角形（cf 712C）。可以从最终结果开始贪心模拟上去。

②、切割开销（POJ 3253），可以从最后最小的两个，进行huffman算法的合并。

③、每个i，向右边找一个符合的数。其实相当于每个i，向左边找一个符合的数。

④、循环数组最大字段，可以用总和sum – 最小字段，就解决了循环的问题。

2、有关两个变量同时限制的题目。基本思路就是排除一个变量的影响

①、HDU 4366，被权值和忠诚限制，那么可以查找时**确保权值肯定成立**。就没影响了。具体做法是对权值排序，然后从权值大的开始预处理，然后把这个人更新到线段树中。

②、GYM 101064求数组两两相加，排序后的第n小。容易想到二分答案 + 判定。判定的时候，可以枚举每一个数，**然后固定它**，去数组中（[i + 1, n]）找有多少个数相加小于等于二分值val – a[i]。其实就是固定了一个点，使得不会重复计数。

3、多列公式，进行化简。

①、POJ 2002。有多少个正方形，根据垂直和边长相等，即可枚举另外两个点。

②、CF 740D。列到的公式**同一变量放在一起**。dis[v] – dis[u] <= a[v]即是dis[v] – a[v] <= dis[u]

③、109的推公式题目，尝试下O( sqrt( 109 ) )的暴力。分类下什么情况可以这样暴力。

4、转换题目意义

①、CF 602D。区间中最大值作为这个区间的贡献值，那么所有子区间的贡献值之和是多少？

如果每个区间都扫一次，虽然可以O（1）算出最大值，但是也徒劳。把问题转化为，枚举整个数组，看看最大值是a[i]的时候有多少个区间。这个就可以用单调栈预处理出来。注意两个数值相等的情况。不能重复计数。

5、分类讨论的思想

HUST 1698，分类成 奇数 + 奇数 + 奇数 + 奇数，等的所有情况。然后还有，将奇数表达成2 \* n - 1，是一个很好的选择。

6、映射hash

HDU 1430，将起点映射到”12345678”，起点若变化，终点也跟着起点的变化来变。比如起点的6变成了3，那么应该在终点找到6，变成3。这样就把起点固定了。可以打表。然后Cantor展开。

## 杂项

1、在DFS和BFS的时候，要注意起点和终点相同，我会提前vis[]了，然后返回不了。

2、多case的题目，最好加个init();先，清空的东西都放在那里。

3、C++提交，时间比较快，内存比较大。而G++提交则相反。还有**register int**这样更快。

![](data:image/png;base64,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)